**SESSAO 2**

Aula 07

1. Iremos utilizar a ferramenta creat-react-app para realizarmos a configuração de nossos projetos.
2. Criar o projeto com : npx create-react-app projeto1 e será criado a pasta projeto1 com os arquivos do projeto. Caso queira instalar os arquivos sem criar a pasta, basta digitar : npx create-react-app . .

Aula 08

1. Vamos olhar o package.json as dependências instaladas, olhando as pastas e arquivos do projeto.
2. Teste o projeto inicializado digite : npm start

Aula 09

1. Execute o npm run build que será criado uma pasta no projeto na versão de deploy.

Aula 11

1. O react não precisa estar em toda a página.

Aula 12

1. Componentes funcionais
2. import logo from './logo.svg';
3. import './App.css';
4. function App() {
5. return (
6. <div *className*="App">
7. <header *className*="App-header">
8. <img *src*={logo} *className*="App-logo" *alt*="logo" />
9. <p>
10. Edit <code>src/App.js</code> and save to reload.
11. </p>
12. <a
13. *className*="App-link"
14. *href*="https://reactjs.org"
15. *target*="\_blank"
16. *rel*="noopener noreferrer"
17. >
18. Learn React
19. </a>
20. </header>
21. </div>
22. );
23. }
24. export default App;
25. e componentes de classe.
26. import logo from './logo.svg';
27. import './App.css';
28. import {Component} from 'react'
29. class App extends *Component*{
30. render(){
31. return (
32. <div *className*="App">
33. <header *className*="App-header">
34. <img *src*={logo} *className*="App-logo" *alt*="logo" />
35. <p>
36. Edit <code>src/App.js</code> and save to reload.
37. </p>
38. <a
39. *className*="App-link"
40. *href*="https://reactjs.org"
41. *target*="\_blank"
42. *rel*="noopener noreferrer"
43. >
44. Learn React
45. </a>
46. </header>
47. </div>
48. );
49. }
50. }
51. export default App;

Aula 13

1. Estado de componentes.
2. São basicamente dados que o componente utiliza, mas toda vez que o estado mudar dizemos para o react para renderizar novamente o componente.
3. Vamos criar um construct, no react o construct sempre recebe props como parâmetro.
4. Devemos chamar o super() pois estamos estendendo da classe mãe Component.
5. Utilizamos o this.state para passar o state do componente variáveis ou funções que iremos utilizar na página. Por exemplo nos criamos uma variável name que recebe um valor. Dentro do render() nós utilizamos um destruct para pegar a variável salva dentro do state e esse valor é passado para uma variável dentro do html.
6. Utilizamos o método onClick e passamos uma arrow function para ele de maneira que quando clicarmos na variável, irá aparecer no console <p> Clicado;
7. constructor(*props*){
8. *super*(props);
9. *this*.state = {
10. name: 'Claudisnei Bello'
11. };
12. }
13. render(){
14. //const name = this.state.name;
15. const {name} = *this*.state;
16. return (
17. <div *className*="App">
18. <header *className*="App-header">
19. <img *src*={logo} *className*="App-logo" *alt*="logo" />
20. <p *onClick*={()=>{console.log('<p> Clicado') }}>
21. {name};
22. </p>
23. Como estamos dentro de uma classe, é como criarmos um método dentro da classe para executar uma ação.
24. Vamos criar então a função HandlePClick e vamos passar o mesmo conteúdo que estava dentro de onClick.
25. Agora basta apagarmos o conteúdo de onClick e chamarmos o método da classe com this.HandlePClick. isso funcionará da mesma maneira.
26. HandlePClick(){
27. console.log('<p> Clicado');
28. }
29. render(){
30. //const name = this.state.name;
31. const {name} = *this*.state;
32. return (
33. <div *className*="App">
34. <header *className*="App-header">
35. <img *src*={logo} *className*="App-logo" *alt*="logo" />
36. <p *onClick*={*this*.HandlePClick}>
37. {name};
38. </p>
39. Para podermos utilizar as variáveis que estão sendo declaradas no construtor, dentro dos métodos, devemos byndar o método no construtor
40. constructor(*props*){
41. *super*(props);
42. *this*.HandlePClick = *this*.HandlePClick.bind(*this*);
43. *this*.state = {
44. name: 'Claudisnei Bello'
45. };
46. }
47. HandlePClick(){
48. const {name} = *this*.state;
49. console.log(`<p> clicado ${name}`);
50. Para alteramos o valor das variáveis no state temos que utilizar o método this.setState{}.
51. HandlePClick(){
52. //const {name} = this.state;
53. // console.log(`<p> clicado ${name}`);
54. *this*.setState({name: 'Débora Sobrinho'});
55. }
56. Vamos criar outro método porém agora como arrow function, pois desta forma não precisamos byndar o método no construtor.
57. Iremos criar um método para que ao clicarmos no link da página, o link seja alterado para outro.
58. Porém devemos passar para função o parâmetro event e dentro da função devemos chamar o event.preventDefault(), desta forma ao clicarmos no link ele não executara mais o que está na página, mas irá executar o que esta dentro da função.
59. Devemos pegar o counter no destruct do this.state e passar essar variável em qualquer lugar dentro da página.
60. HandleAClick=(*event*)=>{
61. event.preventDefault();
62. const {counter} = *this*.state;
63. *this*.setState({counter : counter + 1});
64. }
65. render(){
66. //const name = this.state.name;
67. const {name, counter} = *this*.state;
68. return (
69. <div *className*="App">
70. <header *className*="App-header">
71. <img *src*={logo} *className*="App-logo" *alt*="logo" />
72. <p *onClick*={*this*.HandlePClick}>
73. {name}{counter};
74. </p>
75. <a
76. Para melhorar podemos eliminar a utilização do construct com a class Fields.
77. Ela nos permite criar atributos sem precisar utilizar o construtor.
78. import logo from './logo.svg';
79. import './App.css';
80. import {Component} from 'react'
81. class App extends *Component*{
82. // constructor(props){
83. //  super(props);
84. //   this.HandlePClick = this.HandlePClick.bind(this);
85. //  this.state = {
86. state ={
87. name: 'Claudisnei Bello',
88. counter: 0
89. };
91. HandlePClick=()=>{
92. //const {name} = this.state;
93. // console.log(`<p> clicado ${name}`);
94. *this*.setState({name: 'Débora Sobrinho'});
95. }
96. HandleAClick=(*event*)=>{
97. event.preventDefault();
98. const {counter} = *this*.state;
99. *this*.setState({counter : counter + 1});
100. }
101. render(){
102. //const name = this.state.name;
103. const {name, counter} = *this*.state;
104. return (
105. <div *className*="App">
106. <header *className*="App-header">
107. <img *src*={logo} *className*="App-logo" *alt*="logo" />
108. <p *onClick*={*this*.HandlePClick}>
109. {name} {counter};
110. </p>
111. <a
112. *onClick*={*this*.HandleAClick}
113. *className*="App-link"
114. *href*="https://reactjs.org"
115. *target*="\_blank"
116. *rel*="noopener noreferrer"
117. >
118. Learn React
119. </a>
120. </header>
121. </div>
122. );
123. }
124. }
125. export default App;

Aula 15 – Array dentro do State

1. Vamos fazer algumas alterações, iremos apagar os métodos que foram criados dentro da classe App e todo conteúdo que está dentro da div App.
2. mport './App.css';
3. import {Component} from 'react'
4. class App extends *Component*{
6. state ={
7. name: 'Claudisnei Bello',
8. counter: 0
9. };
11. render(){
12. const {name, counter} = *this*.state;
13. return (
14. <div *className*="App">
16. </div>
17. );
18. }
19. }
20. Vamos criar um array dentro do objeto state do Component.
21. Vamos passar alguns dados para o array e em seguinda no Render() vamos criar uma variável post pegando essa informação do state.
22. import './App.css';
23. import {Component} from 'react'
24. class App extends *Component*{
26. state ={
27. posts:[
28. {
29. id: 1,
30. title: 'Título 1',
31. body: 'Corpo 1'
32. },
33. {
34. id: 2,
35. title: 'Título 2',
36. body: 'Corpo 2'
37. },
38. {
39. id: 3,
40. title: 'Título 3',
41. body: 'Corpo 3'
42. }
44. ]
45. };
47. render(){
48. const {posts} = *this*.state;
49. return (
50. <div *className*="App">
52. </div>
53. );
54. }
55. }
56. export default App;
57. Iremos utilizar o método map do Array.prototype.map() para retornar o que quisermos dentro de um array em Javascript.
58. Então dentro do root App vamos utilizar o método map de arrays na variável post passando como parâmetro post=> <h1>{post.title}</h1>} isso irá renderizar na tela todos os títulos que estão no array posts. Mas irá ocorrer um erro no console sobre Key porque não estamos fornecendo uma chave única para os itens do array, para corrigir este problema, basta adicionarmos no <h1 key={post.id}> e o erro será corrigido.
59. render(){
60. const {posts} = *this*.state;
61. return (
62. <div *className*="App">
63. {posts.map(*post*=> <h1 *key*={post.id}>{post.title}</h1>)}
64. </div>
65. );
66. }
67. Se quisermos mostrar na tela mais de uma linha de informação basta inserir todo <h1> dentro de parênteses.
68. Porem para funcionar temos que adicionar todas as linhas dentro de um único root ou seja tudo terá que estar dentro de uma div e o key que estava no h1 deverá ser colocado dentro da div.

Aula 16 – Life cicle methods part 1

1. Se quisermos que ocorra alguma coisa com o componente assim que ele for montado, podemos utilizar o método de ciclo de vida, componentDidMount(), é um método como o render()
2. Vamos adicionar um this.setState dentro deste método e dentro do this.setState nós iremos adicionar o array posts com algumas alterações nos dados para podermos visualizar as alterações ocorrendo na tela assim que o componente for montado irá ocorrer a alteração dos dados do state.
3. Iremos adicionar o this.setState dentro de um setTimeOut() passando um tempo de 5 segundos, ou seja assim que passa 5 segundos a alteração ocorrerá.
4. Iremos criar dentro do state uma variável chamada counter com valor 0.
5. import './App.css';
6. import {Component} from 'react'
7. class App extends *Component*{
9. state ={
10. counter: 0,
11. posts:[
12. {
13. id: 1,
14. title: 'Título 1',
15. body: 'Corpo 1'
16. },
17. {
18. id: 2,
19. title: 'Título 2',
20. body: 'Corpo 2'
21. },
22. {
23. id: 3,
24. title: 'Título 3',
25. body: 'Corpo 3'
26. }
28. ]
29. };
30. //variavel criada para zerar o timeout
31. timeoutUpdate = null;
32. //esse é um life cicle metods
33. componentDidMount(){
34. *this*.handleTimeout();
36. }
37. //é um life cicle que recebe o estado anterior ou props states
38. componentDidUpdate(){
39. *this*.handleTimeout();
40. }
41. //para apagar o lixo e não dar erro no navegador
42. componentWillUnmount(){
43. //zera o time para dar erro na página quando ocorrer alteraçoes
44. clearTimeout(*this*.timeoutUpdate);
45. }
46. //função criada para atualizar o state do componente
47. handleTimeout=()=>{
48. const {posts, counter} = *this*.state;
49. posts[0].title = 'o título mudou';
50. *this*.timeoutUpdate = setTimeout(() => {
51. *this*.setState({
52. posts,
53. counter: counter + 1
54. })
55. }, 1000);
56. }
58. render(){
59. const {posts, counter} = *this*.state;
60. return (
61. <div *className*="App">
62. <h1>{counter}</h1>
63. {posts.map(*post*=> (
64. <div *key*={post.id}>
65. <h1>{post.title}</h1>
66. <p>{post.body}</p>
67. </div>
68. ))}
69. </div>
70. );
71. }
72. }
73. export default App;

Aula 17 – Life cicle methods part 2

**Aula 18 – Data fething – buscando dados de fora do aplicativo**

1. vamos realizar algumas alterações no código.
2. import './App.css';
3. import {Component} from 'react'
4. class App extends *Component*{
6. state ={
7. posts:[
8. {
9. id: 1,
10. title: 'Título 1',
11. body: 'Corpo 1'
12. },
13. {
14. id: 2,
15. title: 'Título 2',
16. body: 'Corpo 2'
17. },
18. {
19. id: 3,
20. title: 'Título 3',
21. body: 'Corpo 3'
22. }
24. ]
25. };
27. //esse é um life cicle metods
28. componentDidMount(){
30. }
31. //é um life cicle que recebe o estado anterior ou props states
32. componentDidUpdate(){
34. }
35. //para apagar o lixo e não dar erro no navegador
36. componentWillUnmount(){
38. }
39. render(){
40. const {posts} = *this*.state;
41. return (
42. <div *className*="App">
44. {posts.map(*post*=> (
45. <div *key*={post.id}>
46. <h1>{post.title}</h1>
47. <p>{post.body}</p>
48. </div>
49. ))}
50. </div>
51. );
52. }
53. }
54. export default App;
55. iremos utilizar o método componentDidMount() para carregar dados no app, buscando os dados em uma API. Para isso vamos utilizar a Api https://jsonplaceholder.typicode.com/posts que possui 100 posts..
56. Para fazermos uma requisição nós utilizamos a fetch api do navegador, mas poderíamos utilizar o axios ou outro qualquer.
57. Dentro do método componentDiMount() iremos chamar o fetch passando a url da api. Sendo que isso retorna uma primisse com uma resposta que devererá ser convertida para json que irá retornar outra promisse com uma resposta em json. Iremos utilizar o setState para setar a resposta no array posts.
58. //esse é um life cicle metods
59. componentDidMount(){
60. fetch('https://jsonplaceholder.typicode.com/posts')
61. .then(*response*=> response.json())
62. .then(*posts* => *this*.setState({posts}))
63. }
64. A resposta na tela ficará assim:
65. ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAA7gAAAJJCAYAAACAgJtTAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAPTQSURBVHhe7P0NfBzXfR96/yFLNuhIDVlL6cKhbr0UlWvyijaB2g4XvXKvlpe5EWilj7AhUy4exaVAOZVAOQ4BqpEB8rkPuJBcCqQTCrAbmRBr+8HyqZhdJpYJteLD1Y2Vu8tEDqCYLqFUFFcpmWIbyiVSywFs0Z7nnJkzM2dmz8zOLHZBYPn7fj5D7s7Oy3mfOTNnBk0aQwAAAAAAAADL3E3ifwAAAAAAAIBlDR1cAAAAAAAAaAjo4AIAAAAAAEBDwDO4AAAAy9Szzz5LX/rSl2hubk7MCe4LX/gC7d+/X3yDGxU/DXSfCjY1NekTwELwcvWzn2n0vvc576f99Kc/o5tuQhmDcH529uPiU2Xo4ILDD/6sQ3zy9/5/8Et027rfE98AKrty5Qo9/vkv0Pe+d47m5+f1ec3NzfSxj22gZ4/8Ht1xxx36PKg9pH3j+vjHP87y9XviWzgf/vCH6W/+5m/EN7jR8NO/Sh2MIMsAqPCOLe/Ecteu/ZRKf/uu/jnyC7fSzTe/T/8sLwNQCTq4UDXewf3QP67cyf3BX0/Qh355QnwD8Pf888foS//mGXrvvffYwewm+tCHPkS33HIzzcyU9BOoW265hX73X++lhx/eKdaAWkHaN7ZKHdwPfvCD9Pd///fimxM6uDeun/2M30G7ibSf/ITmX/xDmj/zH+inf10k7ac/o5v/8UfoA5t/lVb8P36Dmt7/fmtZgKDMjuuVH/yI/uAbU3T6lbfpf/zQaIf+wW0fpC33fYR+6zdb6Y4P/Rw6uRDYTwv/C/uXt0WVu66ixbpCf/gvH6Y/vGJ8Wz5qE+4rf/gwfTb0Rl6nwTV3U9SajHDwbUUPvC6WCeFKhj6rbydFU2JWY0EZu1HLGO9gpYae1k+S9uz5Ar35n6fpz/8sT4cOPaN3sDje+eLL8GWD43nD4lOWFizd/mWG/boU8TxdvHpQ97SXyuegqlBNpSjqkxdyvZg6cHf4OsK375Weenlf3Dan6rpZB//8n/9zunDhAv3oRz+iq1ev0pNPPil+qYKezmZe17b9ULaNfH+h07G8TPqVvYp4+fFYv7r2fCF4u1G7dOd1n3dYf3blv9HsY5+ld7/6e3TtP79B2o9/THTtPbr21pv0o+eepf+xr1dfXu8Ii/YiEPlYo38WYfdJ06Vkwe2ShzDlpvoy5j5vWNzjPWeUryb6qzffoW3d36I/+b8v0b/8FxvoDw5tpa99+QF6OLlBn8d/+88XfqAvG7x8qc/JeHpZxyBHe2VMyuOTwNd1LK+3PfKxurb1Lyh3uAKXB7meyfWvVqz6bU6Ld5zVmlax6f1saqamm1ZYE7GJz+MT/8znLZFLcrXpRCy+z1L24ptU1Kfn6dfvILrj15+n4r6N4vfgpv7t79JdGb6dAWoV86CWUMauRxnjQ2Of/tJB/QTp5Zdfosd39+ifn3r6S/Tbv71HLGXgBzh+p5GvE9y99Om3tvkevJaWjbRf5GO9LUbaP/Nnomz+2ZforYT7IMpOCn5/Hf35v0tQkOi27nuTvl5Fwnz600Qv/kl5uKf+7Sn2o/iySKqtm7WWTCbpj/7oj+iuu+7Sv69cuZI+9alP6Z9D4yczCbLboT9bR28t2fomlUk2/flnTtGnrsOJ6VLHhxzzO7ezv/t5uvb2W/pd2g/u+Je08svP0crfP0ofTO6k9/3inXTr43vFGsY6QTmONXck6OvL+Lym2nbp+pLOGzJEnYt4UYEfS3hZ+e9X5+jhL5yi9b+0kl4c/3Xamfw4fartF+kTG1vos//i4/Tt9Db9t52//W19Wb1MBu7kBrDzhNUOFC+eIEr4dxA/fTBvL6+34Yt3rFbhndtPfXsr/bkVhzfpC9Pt4S/81br+8YsHvzxNX5DCVcysofOXxe91dvMnvsWm/8im/0A3bXyRfvbxP6affeyP6X2t36abP/my/tv72iZIY/Mx5gQA6oY/93nt2jXWoXqc1kSj+jz+HOjXvjZGf/u3f6t/l/G7iXydMB74bda5+v2lf1dgsS1G2lvu+DQ98OmL9JacCVd+kR4N2LldiO/ctYbueuIPyjrXL761lR4w+nc3nMHBQfHJwDu7XV1d4ltIl6fpOzs/Y58gsROmX18mvRV+weHPD16k31t+VzbrxuxE/PT8H5A2+9dE73sf/fwzo/Rz3Y/RLRs20i3/y8fo5x5+lP7hsRP0vtX/k76sqaYdEFgcrZ+hnd+ZpkXqf7AyYvz/7NE/J/6Y7ZGnfoWaP3ALfff1/0r5P7dD8f5b3qf/xpfhy3L1K168s3pCcZxYoq5kqO+JNZR1HT9b9+XpmbeOXMcbNa/ToH6x09Vhbh2g/Yt0TPje3/2Y/nL2PZqa/QnN3nQ73dT8Ybp5xYfpv167jf7vv/07ev3qPBXnbiGNzVd2cPmQjMEpe5gDvzti3yq374LxeZ/9w9elYUHOK6V8O9YtbOkKkrFextj+gVfY+u209zuv0t5f5t/NoQH2uo6rLvLQgwPfETMF121z77s68vZT9Cdirskr3EEYcTPWcMZTXHWRwy+2zffXeYzoWMJjOSnNHcNl6jH0YJGgjNnbuG5lbBH85V9+T79r2PPYo2IO0dz8HN1991p9+sAHPiDm2ngnLJTVCfrCXb9LfXIeypR5ZgxnlPPPTlefsuHgzOM/tNZ3jxaQv/N1zDJshMHcT63zZVHS3nTlO/QibaV/Jo7GPC2jv9xOnxJpYyezd70w2gTxJVTafIYe2Pl1etGRl0forc+w3u1bYgajh0nat7W4R1trlAep7XG1L6pt2WXIjI8dX682rtb4M7fmnVtuQZ1bjp8gH9umrAfOPHN+r1n8ef1laT8lpbm8z0ru+Gdbib79HSPvPPJa1WaaLnuG+W+kMhrsuOS5fxHHP9TXM7Yll7HP/qFUkBfI7KQ2/eSbdNu/PEe3/uY/YZ1axYtbWNvhFqSDy+PuONaIuDmSjjHqil2/9PIlpY8jjx1tuLO+mct7tRFeeeHevzvfTX5l2rFPjzCWk8qNY5/ebeNywocbv/feT+n/938VqTu50XqZ1J/9xWV6pPc0/Z8H/4T+a+l/6Hds+W98Gb4sX6e+z+FuLDtO+OP5ocpHMd8qq3wZ6XjlyFPnccwq0z7tjc59UdFyB2vbXxV3S93h8GgXpfrnX+Y9wiqb+jYdU4Zr8Xw6vZ8+MfZ5+vU/HKIf/+Rd+vG1H9N/+/u/ow/epNHEm2fpkyPddOS1P6Kb2bKed3CPJb5ND/Bbz/rQs7upj/6Nfiv6zw8S7f23dqX+zhNHiJ4xblPzK6WdosLrjRzZQwT0oUJSY/CdJ6aN7e+7j3793+XpmU/fawwtsoYGGOvxoQXWVReeUYmL9hCkz0yzTgv/Qfz2y6foAWt4Eh+SoDqI8kzcRm9ZwxE+Q+efeFX8VjncTl+nTlEYvBo0O54sXrwgfvszjm3zk3I+BCa7k2gnH9JjLucYEraVXvxlY/ut+8z0YPHYy+O7fIf+oIwZ27kuZWyR/PjHP9ZfasQ7WqZf/tSn6OX/+JI+bdnyv4u5hve///3WW37DMOrFvy7PC888u4N+/bc/S8e+bab7FfqTbxM9oPfQPMqGg38eB8PC8O/M/dT+ymz9015cMOJlcy/RsHS1WR+qK9LQvoMWNM34cu304mfsIWNZUnewTK3/Sr6Lz/NyDX3h139R/2ZSh4lpHbDm86FW6raH5Q/9Ln1VFATPbbkEbeNqib9QanZ2Vv9sdm7//b//95RKpfR54fH6kKcHvt2u57XyxMdDzeL/nd+l3xPrqofDB6TMa1befl9q8+W7JtJ+a3Jc8ilrfF/nP8N/Y8d01o5/it/BEcsO0ykK84R8ENqPztNNH3yPmn91q5hj2PzUj8qmgRPB24Uwxxo7DXk7y8qXeezKsLbZrM+8Defti5VuJNL6dfqqlEaqfVU+R1DXbz9WmWZh3nlMtNmeYSyn3mctjidq/GLfYndK/tuVd+ndH/2E1v/P9v3HD664hRW6a/TvT36fOj+boa88/119/vr/+Rfoh++yTgpbJzjp2COmTy0wvb7Dy5/Ylt+xxsDOy0RZ1ev+mn/tkafmfD7xcw/ebvm0N8KVty7Sp9c5j1+m1evupbesoVJ2OBx1xod3+VOF1ckdLvkCU5jjwkL8VNPo2ns/po9F1tA/+rmV9PjpY7R+9FF647//Df1W6/9B1256H/2vq9fRzLuz3h3cnRnRcbrjLrqLPstOFowsuOOuNfr/pk8f/DfWGPU7fv3zrMJ/W8/At976LGWlBsf+zfDpg7/lW+HshNvGGnYx9O3yNJG0P2r9LdZpEZ/dv7GD8qPsgFT+bNbf0Hn6Eg1bC/Ll7hWfK4fbSX4+Ut3RlOPJCwcd22YVCF4hvzNd/gZLvpyV/twdCfqCdeWJnWzwxnMNPwGU47v8oIwZrkcZW0z8uU4zPGvv/ij9s/9tM/3+kWf1Fx/9v/bvo3/1r36LfuM3ttHoyBH6+Z//ebFWWLxeuE4YOb880+9MiXTndyDv+ry1nLJsOLA8/o5dZp15HIJ19dUYYVDr51jqm/bighE/0fvOKXJWA/tuhF0G/eqFzL0cyyrWgbXuwqnwIdKsE6CHYeoPaO9dqhM6VZg4fnA35kcTXydWQa392G3PHfTPPiOfWHhtyyloG1drBw8edHRuP/MZVtZ3LuQt2ebFGH7iE/xkpmbx/7RUHhzHw4DuukucRKry2rgrsldcRHaQ9svvBH9aWTbYb4GPS95lje/rUVFo3ecA+jbE55ox78YGuCv7k2viQ43ZafiLtJ5fgP5XIt3YCar1+Dxrw7/DOv/GaBA53fg67ARfdQdMF+Qcwat+e7Pzhd8RFG22ZxjLqfcZtG1krGMGmzzjbl8Y15/jlNJgcRhlqrxkGXdob7nlfXTzzcZnzVqqcjm0mccee/rzQMffe2n9avHRRX4Gt/Iz13a50tuynea5A29L9NkMP0eQO+LmuYRPeyPwbfqdt911lxk+qXwHHIruWf6UYeXL2dzhMi/0Bkv72tDv8v9Mo0/8I+MY0vNP7qc//PXfpbWrWujzL3+N/uE/+BB9+s71dOv7m5fmM7j85PJT058XhS1vdTD0k/eFuvKWPGpt0TkeZOdTNQ2P3PhDVVDGFod7GOxPf/pT+i//5b/Q7/3eEfqjP/4W3X77h+hfP9FHX3r6KfrVX/0/6Ac/+IH+91mrwi9GhHrhlD1kSX8pymeMdPIqGw48jz+9jjyOlcHwExX+EiaRT/yuRy0tXtq7Ly7wzt8RWm+egGQ+a8yua73gd+SNMEx9+6J9omzxCBM7PeR3i8//tpj/Z18K0LZ6bWvpePrppx2dW46/aIoPX14YntfyyIeFq3Qyt1C8bpN+18E7r/ldR37X7EXfTsNCBS9rl6drc/fOz99/YA39D7qVvvVf3xBzDGe++HPW9L+t4wP9iCI/X8+howE4XhjEJv2ul7jo8gxRH883jzumi0YZxoDCtI3yKADPfUgXxsOEo0Yiv3Ab3XrrB+j70/9N/86Htv/93HusC9tED/3GxynDwvS53/wn+m98mdtua9bXqasrGfq9Y2vI6hsuCikf9Ml4aVXF9oaf4ytvehgjzbw66QujDquDZ7gWz0+uvUe3rLiNfuOjMTr/zmV6+k/S9L3//l9p5Qd+jt772U9p4z+6i25fcSvl/vo/LbyD+x3pqro9FIJfofi6Y4hGmGESvHG3boPzOytiiKj+LI08XJBfqTeHj7KEJ8cQRT58xRxyKNGv9MtDUfhy5sFkYeGuRD+QK4c7OvHljsnDA/SK+Vl6QA8EO7nS32DGh4wphmQugh/+7WvG/28M6P/XG8pYcEHLmN65MhtW9+canih8/OMfE5/K/cV3/0J8Mox+5av6ncWPfWyDmBMWO+F5hg9VPWKfLFTIM31o67dT9OJb9t0Tr7LhUDGPX7Xv7HtsQ7+YYt1Zep1erPEYxEVNe/nign6yZp9ITH3768YH3zST/SKtZ8vJz1TrnZTPfFqklQfxrGjnW/azwBavMOlXru2r+lf+5BSpstvBc1tLB+/Iyp1b7q233vL8e7i+WJsgXzSSLwLy4XJ2Z7fKMqyfNMnD89kxLvF12ikuOOnkEQKO46E/fYgqq9vGnbFKeW0MxX7GHAlQQfjjUvCy1voZ53BDfRvi80KZb0O+8A8foq7/3k5f+qs/o6kr5/V5sr+a+Rn96V8Zt24/dZfR0Q3zJuWaKSsfLvpbYvlwYfeJd32PtQ6VwlhJ4LZxYXh9kN8RIH+u1RBT/jdt+bO1vxpfQ8+n/5J+8pNrern5p5/6n+jfHbmfvviF/5V+4faf05flv/Fl+LJ8Hb5uXfAh5L/M3+ytHgVXH8YIA+8X3Pm0N2KUinN0gnGBbK800qx2KoVVYOEa5kOyvS4C8nQ2H6Vzf/ZaJ6T5935Mn/zwXbR2VYTemX+X3vvpT+i29zfTzTfdRLfc/AH6zN2f1MvbI//xDxbewf30XdPG1TM2yUMhjLd9SUMlfYdJ8FvlZNweZ42RPhzNHA+/d5ruMi9zmokrthn99jr77gpv5PhdBOkWO2VUr/gWJ8EJc7lv03rp9nq4cIfUOiDG65v79mhU3MvpzxDyiskLOH9Ogw9JFXcsfIY51MtP5q7Qh/5xB/3k7ybFnPpCGQshaBlbJM8e+T124DJOjkz/4je20+D/+/9kJ9/2s18Xi0X6/d9/lm655RZ9naqxPPoC61xaJ46V8oyfWLz1dXpL6jx5lg2HCnkcYBvGcDmzHHybaj0GcXHTnrdH7KScX5jjecAPznq87qYXybzD6Z9mNrbcvxPP5Ilt8OfoKg8bM4b17fxtxR0LzzAZQ9bN8tE3vabyHVzPbS0d7s4tt3//fvEppNbfovW/b8SVT3J7VZMyrKij/FlEx1s5P72Gzu8Vv1vHQxXns3n685fWHSyvvObHVXOd4I/+hD8uhShrrB3P3mUPee2jrTVrHsxO6j2/9Dv087f9El372U9p9/91gI785TfpL/72P7HO7jQd/U8naM+Zo/Sedo3ujtxE//SXjBcFXZcObln5MDtmfCSFOY+36+Vloq7HWplnGIMK2jYufeaLoh57mHc03kePPvES/ehHP6GNGyL0qbYP679xfB7/jS/Dl+Vq+pIp6VEto814c9He9GsoP44ZNxKCtTf8Lq/+zLi5rr5svk4j8rzCWk5/M70jXEa9Mm8Q1J2m0d3/8Bdp+p3LtPL9K+jQ/Y/Rppa19FThj+ilN/+cfukfRuiFvzpL78z9kJq0Bbz3nQ/l4y+NWH5/Iwy8/ODPOvTOq58f/PWEvoz+/y9PiLn1gTK2/D3//DFKDT1tvYHzq18Z0YfEcvyuIb97yDtY/PNA/5P08MM1f9psUfCr4C9+ZrEPov5ulLS/kX384x+n733ve+Kbgf8dXP6ngvjblF977TUaGhqiP/7jPxa/2j784Q/T3/xN/YYH1wS/+s9f4HMdhlo2Kt4e8M7q3/79D+i3vzNEF/7uv4hfnNZ+4J/S7933BfpHP2/8jdLr0sGFZccsK28Vr9Ije17Sn67d/mu/RPd89BfopvfdpA9L/v/+0V/pT+R+7fD9dFd0FcoXBPLB3++m9679mHVef6qft/Cy9TPtZ0Tv/YToAyvo5pvfT9d++h6b24QOLjihgwv1MDZ2jP7NwWf0v7XK7yryt/vyxok/98n/53cPf/df712+HSx9CBR/dGAxh0AF0/Bpf4NTdXCDQgf3xsXrPn/D+k9+9h5lL7xME3/9HXqLd3TZGeE//gcfpv/9znba8UufoRU3fwCdDwiN9yx4kZn9uzk6+v/5S/oPZ96i2f8xp/+28h+soF/dfBft+n9+nFb+/AprWYBKfu5IN/39j3/ECsxNRqERhecm9l3v6EqFCR1ccOAd3Mp44dHo/T/fRrd9tNo/PREMyljj4G/0ffzzX9D/1qr552j4S434c598aOwddyyvPNaf77MejLuXnvkz1XD1paHR0h5s6OBCtYJ0XNG5hWrxZ2rNYce8HF35AeuYMHd86OesMiUvA1DJB3//YZr7Ce/gGo9N2MyurFmWWLu1kA4uAAAAXD/PPvssff3r1b3oKpFI0JNPPim+wY2Knwa6TwV5BwQdW1goXq54J/Z973O+8uenP+UjCFDGIJxVI79FP/npT1gDVfkVUujgAgAAAAAAQENY8FuUAQAAAAAAAJYCdHABAAAAAACgIaCDCwAAAAAAAA0BHVwAAAAAAABoCOjgAgAAAAAAQENABxcAAAAAAAAaAjq4AAAAAAAA0BDQwQUAAAAAAICGgA4uAAAAAAAANISm7/7FX2jiMwAAAAAAAMCy1aQx4jMAAAAAAADAsoUhygAAAAAAANAQ0MEFAAAAAACAhoAOLgAAAAAAADQEdHABAAAAAACgIaCDCwAAAAAAAA0BHVwAAAAAAABoCOjgAgAAAAAAQENABxcAAAAAAAAaAjq4AAAAAAAA0BDQwQUAAAAAAICGgA4uAAAAAAAANAR0cAEAAAAAAKAhoIMLAAAAAAAADQEdXAAAAAAAAGgI6OACAAAAAABAQ0AHFwAAAAAAABoCOrgAAAAAAADQENDBBQAAAAAAgIaADi4AAAAAAAA0BHRwAQAAAAAAoCGggws3lNk/HaXd29tpTVMTNfFpe5pK4jdYoi6nKWHmV1OC0pfFfJZz6e3m/CZKHEdOBlOk7OfWUwtLszXbR2nqXTG7gsIBpDUY5s8eoq13s7LQspn6XiyKuXC9FE/sovUtLD/uTtDo6/Ni7jLwboEOdaxhbUoLbd4zwVomCOTskNUWNzUNUUHMXsoW6/iBtglM6ODCDaN4vIvW3bubRk8UcCCFG9fZNCW+Nq1f2Cme2E0T3zdmAwRTouzhPpq4wD/m6NA3C7hIeF0VKL19jKZ5JlzI0u4Xp4zZy0DpxWHqe4kfjUuU+/IYFayLlwDVQNsENnRwQWn+7SnKHhug3b+2i7JL6aBzbZ6Kr2dpbP9u2vq5bPDGaz5HY3twtxY8zM/S9CtpGn1iF7U/sxyuhy/ApiRlHllHEfYxum2EOjYas5e0Gyl/lgjvY0CEOvcMU8da/jFOvTvjelkCw/w705Q7Pkp9D7fTobNiZl3FKPlCN63jmbC2k0YeaDVmLxF+6RF5oI+G74/yTxT/nW6KrzbmA1THv21a/LoJ15UGUCavpVjR4MWDqFMbvyRmLwWFlAgXm7aNazNidkXFca3TilOHNnJuTvwAS94lOe/k8jijjW8z55PWmQ5cGsrMpDut7dBgXswFWX6wNmldDeTPYlvCx4AlzdkmpQpi9g0L6VEX8nkQpVhtXfqu5/HDgLJ4o8EdXLgxlIqUFR+J2qntnmbxGQAAAAAAGgU6uEvGLE2fHKJdcePlL/xB/JYNm2nzw4eoMMt/93uhjvO3IWnohfxgf9OBAtG1Ik0c6DJeSNG0htofHqUpffsGY/l2GhDfiXULu+6U1vfzbpFyxw/R7u2bqZ0/5M/XaVnP4jBE2TdcL77we0mC/Jv1EqgCDfHvMTtkdKLLSis5zk6K9Vjs2t3rvTNN2WN9tOtXNou0YdPd7ZR4bJQK74hl3GZZWj67mxIx/pIMY501sV009IprIPQs2/aBXXaaiO3mXIuV5dXbE9QnXsAx9F2xEBdwe14C76eUo9HHtlrpwcvjrgNZmpbKi7Jczk7R6MPtxou8WP5vfSLtWsdWemWUdv+aWeZbaH2cpd/JaVYbFihofooXWLUk7csftL9dxEd+oZWCogwXT/bR1g0t+jxeFg65y0LZC7PmaepZUR9/0znkvnQ2TUMPS+E369L35dSZpYnHzO2x6YkcOWqaY39baYw/m+T50i7hXbl8sTz5tT6aeFv85km0X1ZdYG3L9t00WjH+bM3vjtFuvfzxMraV+k5KT8gvJH9MynqaoN3P5qh0TSzjdq1EhePu9ngr7T425UxfRpVPWx8boylzwTDtoilkHZ+9MMHqasJeXm/bhyhnpc88FV9J0yG2zGYrHez6JociyDGgrA0JqHJ9L9JYh7Rtx0sAeVk36haf2vYXHOGunAZCndq10vEEW7aFuk6IGcxATGxDxMNYxjnP5PhNTtOydoaV5ye26uFoeZo/b1vty/ZmqfiS66WLnuWsPulR8WVJpQKlWT3YLNpUdZmpoGL6mQK2YXVt9wOGocw8TR9nYZDa7LRX27KA8j/G1rPzO0tFVfu5qMeP8nRUtU2ByiI0HnEnF66ri9r4QxFr6IRzMoeH+Q3H9B56IQ8LocFxLaPaz/1HWQgUy7unSkMDHcNm3FNMS70mDQv2G2KjHIYsD5krn7yHmwRbzzEE0j1FklrGNURvbmpY64goluWTnE7FcS3ptVykQxuZstPEkfb7hrXhTfZ3K34htuclyH7mWB7EzGXc06Ye7ZTXMOHnMlpK2p41bWJ5/EOxim6OhSNWvpyYYo+fEvnOVDFEOXB+OrbtnioMzXSV4fEXklrEsT6fIloybdYuxhWX4cM99jpWWb+qnXnSO234NjsOT7IUNFz9Vo/9W8RZlxy/mdv3TE/mh6y+eORfaq/93dn++LVfLKxH7LC69330BVU5i2i9L4s1FpI/zNz0Ue/6widelotiYVPxlNajSgM+OR6LuKidetwrn6SwhWkXuVB1fE6bPNyhKHfGZLeL/u1g7Ck7j4IcA5zHlQrHBV2I+s7aVrtMtLI4iJCx+a3m/I39UnsSNA3YknVs13zbHFFuHMs4ypLrNzlNHeWnn7UZUjrqy/mdG3j44XntqGed5VNM6/mW1G7VKT38zgOuvtzvnVdsijwwrE06jikeKqYfF6INc4W5du1+tWHo18bTijCozlvYerUs/5G9Z+wwcYt8/FClo6ptClQWoeGgg7sEzOX67UrKDtxnroj5V85rpw6mRCPldxBz/iYf0B2VPRJRNMR8atWGp8QKOvlkqPJJpOW1Ea37yCnt/Izd5F3NSQ3qzgw7dRd8DmyO39yNj99vfvz2x8xkWQOczmsXr5phn9MufsM+aLQenBTzmSvsBNjvpNk8aM5N2o09O9gcPWfEfu5N6QTW6+KCK6/0PA25PS8V93MpY29vU792SiSynJeRJ80Dm7PsRdj2zM/uqeN5O2Qz0klB7El2cvsem/ke69hZJ8ERrT8n8sKzQ+ZdJ0LlJ+N5cunHUaZYOnp2SlidNoPhiItrHVGefQ/G1iSlz1VWHq35cl2e085IJxXdWVH7PNOTLf+k30mvPdlpzToXT9l5lnzuvFHH5+STlg7t6Jv6wv7xl6dHT9ltBVNV/syxdmyjtE2vyVFnJh0XfMomqc2ZlE+UyyYpXcO0iyHrOL+AIddf92QfCya1kUdGtFPTM9ocr2vclTPSyWi3lhHHHYP/MSBsBzdUfWdlKr+v1d6+nuZXtcxO8Z0ta10AYQKnwSK0a+715GMx5yjHruOXZxn3a2f05bzbQTV+sUFKX89Jqrd1Sg/P47KjnfCe7PzyUTH9QrZhdWn36xOG+HNSXtSl/LNOsd14Xd/jh6hP3m1ThbIIDQdDlJeA2ZLxJzt0d6yiVeLx0Obb11HH3n7qrNWbBUtR2v3qVX5Rg66+miLWqAlTNPlmDQZpfKKHjj7eQesiRgTmZ2dpviVK7R/VvxIdm6Rp8XGpiTzYT/07YhRdycM+T7Oz80R3t1G78TNNFaatPy1UfHGURs3kisSpP3uerr6nXyyiuUtnKLXaiP/s6TEaEEOgW/f0Ufc9K/XPzWs7qfsh/SPRSxNUUA3fYduPf+MisYMNsRNB6rlngdvzotjP1IkUpUX8up/oow529sitvC9J3VuMz6Wnc6zUlCtRnNhJuZ4W2tXzdPQhsTIz8aL555mmaPwpc1hQN/Xt6aDIzezjzSspvqObbYEr0dAr1f+5izD5WRsliu48RezEXY/7zES/Xb9KQ5STh35bSlT6SIrOXBFl5ysdtJKnzUF7OG7koaM0KX7XrkxK6cnS50TOGKa3sp06HtVnMlOU1/9eiPG58E3xkaVzx71GefE0m6Ps0+a6RKwjIuIz54yPjK0z9kUxsHBjH/U9so7FgWmOUudDXfpslvM0UVClNtvXlnG6yPfx3kViJzRiPnNyasH5M3t6nAZeF19Y6PsnZoxy7o7PS6OUFcvNv5KhYetxhyh1H8kT65da6T9upuF8jjIH7QGV0Z0jlL80ZyzH6tFkOm6kAxeiXQxXx4uU+eooT0Vd5L5+ykyLusfjmEsZ9UrXSj3P9VDHRyPUzOe9O0uz11ooGltn/ExjNPmG+FhzYet7M8WeGKZeszicGKaxZ0cpdcz4Gtk7TqktRlqGSYP6t2uLQdQZUSavPlrFG5NZnR3fb8dSr+die3OXTlH/JvEDq7ejHn9yqN7pMcXy3GoFI0k6OiX2xevWc0nrzbilp7OUCzxWmVOk3wLbsJq0+wsNw2N5Yh1Dlhd5Sln5R5S7ZNaMhZf/8aIR3ovfsNOfKENT/LEX7jocP8qPnwASVjDgepOHXvEpsk7reJRfbbcujTF+V2m9r0w5rmY5hpNc1MYftH9zbq/KO7jaVW0yndK6N0Wt7TonaVteV245+TfXVW7f3/z47Y/74UXt1JEereMeryuQ5jozWuYhe36HfIXUxZH2PpOZX47lFXdiw27Pi/9+nGXJezLz0lUuv+EKNUt3djAUv4s0DHh13spfx/JyefSpE4Hz07DwO7j9rjLlETbXFWj7rpXgGVdBlZ7M3Mu9Yh6bzLufcrsi3yX02occH9dQZ7YHx91gKz6ONPCZzDR17Dsu3SFiXu2X1ll4/sjlPFK2jjp/Jp+yy0vZ8DvZa1I+RHq1M75DJYO3i6Hq+ExGS1rz5LttaldfG9dSO2NaVNqOPIU5BjjCWSk/HHnuM7nac/murzVFerRT8p3mwGmwCO2azrmeuy1e+B1cVRw92hovvvXcK4z1SQ9n3Mz1KsWHlU3pzl2l413F9HP87jOZeeJYvkbt/oLCwNofaXMXv1E5/7wndfl33AlmMe6X1rHSXw7Tohw/FOnIeLdNFcoiNBzcwV0KNvbQ2JFO4n8NTleapomv7qat61bRmoeztbs6fNsKMq97E60gsq7u10KJsr+5jtqSAzR2loV4bYziWzqpZ18/JZf639mcn6KhLWto6+dHaeL7JYrcE2dh76begz3UIRaRzUvvbmjfYOVabcXW2+Whnmq8n7a7XVuLRK27posmZH7WxDZ3OkYoat6h89RO6++2a2S5Noq6R2+sVqdn870d1Cs+01dzNMnKaPG1CetqfM+D0h3FIO6NuuLTTCtuEx9rZiWtkKN/M2uT6qR9rbuUs/zZID5K5q/ZdyDaW9dL7aXLNd7iCfe20fpbxecydWwXr81LL1liZYn/7UcPpRNdtO6TXTRwjN9di1JsS5w6H+2n/oequAO4SCIP7qbdrjq07pEuit8uvnAh0mAhlkS7pqtxHMvqOY9am/jkbTHToy3Kus4OLMz3io+h1Tj96tLuh7XK0Y6uqOl5nWHlrc62uWJLvSjHj1qnIzQadHCXhGZqfTxDF6+cp1NH2En4PXaDXjyWoN3HKnVxZ2jmTfGxHrzeNCp7fZxS3zRO+SJ7T9HVN/N05uUMjQwm2Gl6OLNXZsSnCli45sTHhZCHBXZ85TzNnDvDwn6Uhh/pKDv4u+Wng11+aD04qQ+jUU32kLDgar09L91Zc7ife8pQUjF0frJodxC4+Tcn7aFmG5sVHYZuyphDcN3TC/JQqOAWkp+698T/YbxadF2IKtJ5a6grUcut1RyIizTjfoP35SLlxUeeONZWm9upY6/4TONUeH2acidy4nsvdW4JOXjrTdamiI+GWZqpVNQ3DtOkKh/5tE85QK06VeRP8bK7TSlR8Zz4yOjDdl3y585LnScfr56n814LLqBdDFfH83TeHCpYRhoiHOmlU1cvUv7lM5T5SooSQfu3QY4BgQSv78UTIzTiGjY9faCXRq1h525+aeBU/3bNMBci3WZKwY4lNVVWz1nNKE6KT0yzOmaLkR6m4ox7DDJra18VH3mJqWWHLmwbVo92fxHa0bDlP7SlfPwQqimLsLygg7uU8GduHx+hU+em6cw++8xj4jI/mDTTSunKdfab4+LP+8xT8ZvDNOx50F+oLGVeqXzgLbEDnPXsxrvzNK83HrM0/TWPsLEDpx3DERo/IQ6Y7+Ro9KlR43MlJzOUC/O8qYfi9zPiEzM/bzzXeK1EEwdTVB4SfufHPg2b+OJuGmLpY8SXrf52joaOGSkRXdup/89NHR5wLEfvlmjq5ACNKZ/RUav19tSc8Rs7OEDp12etE/352SLlnj3EyqSY4ZI9MkITIivnL09Qav8h4wu3pZX0J/5WR6nN2sUYDQ+maeodaw80y9Jw9JkJ+w5ZSOHyU+HFUyGf62JK7GT8a+JPV1ybpamvDdDAaf0XJk6t6wJ2MFevo3brzh5PmywVzaR5p0CHnhqx0+WhmJGeumZq32Lewy1RJjtGU2L/kSc7qD3IedbtEfE8JPM6q7dfm6JZvXzxNqaHesQzkA4sL61SydYZeDpHxXfF92vzVHo9SwOiPtRMwPxZd0+3+GTUl0NnzZVYfE6maMT6kxFxircaBVKuY6WnB6jvOEsDkf7z70xR+llRLuV4l4Zo4AmpDM+z/D8+qteRsO1iqDruqEcTNLBniLWHIgws7YuvDBnLso7TpLUvFgaxyOz3Wfk6GCRvgh0DPFVT3y+zcrPHfm43NWiOvShQH+usW6EJmgaL0a4pTLwsnpMXmm9tEZ+YE+M0/l3j1/kL6YB5UQNr17EUFXid/XJB1HMejiyljtjvAIjf2+q46GCqVXqoRWjdJ+2zA55X2Qtmns5S4cus7lqFpYti94iP1VpIG1azdr/e7ejCyn8gy+X4IQQri7CsaXDdWW98NZ/jcrxBzn7+4eJzcWuec2rVWqW3hcrPFgR9HsH5nMtF7egWaT1zcqzv4nh+Tpocb+mVnuWaO6Ox03HnsmJq3eh+g6bkzaMaa0Qdy/Mp3HM4zudDHM+syJMj7NI6LAzsdMu5rDyZ6VTpbctsCpZXQsjteam4H8ef6VBN8jN5QZ/tkf7cB+P/Blo2yfnu9cyoRxkOnZ+M4xlWa5L3pRD0+aFAcbFdfK7Dub5yirnefM7IdYrVIXaKyD6Hec6X1fv7zfnuyfnGSru9uKqdetTrOWcxyWXML/4+dbSq/PkhS48K9YVPEfmNzZXWsfKSP1PmF28RtrDtYsg6XqmsGMs6n5mzJ6885fyPAaGewWVC1Xf2Sf5zdq1s+3OOfIloyRfspYOlAbMI7ZpRLhTLmfHzOH7xyXHck9PUp14Y/I7lKpXKrpgczzvXKT284lbpGCum2GHn2/CVKqZfyDasLu3+QsLgjJPnc94LKP/OMiU/ny+3R9f5+CF4t00VyiI0HNzBXQrmJ2kg2U5rbhN/eHrFGuoSw9poU4pSO4yBldH7eyhpX4QTIpRMj1Lf3eJrTUQpviPk04qfSDje3mdgYTtyiHaLbw7N7dT1lGLYCYvv6FMJ8UVhbZyS94vPNRK9r0uRrjFKHUmpnyta200jL3RXHu56ewf1PtejfntgNWq9PS8be2j0cIfyyn0lnXt7lc+5xgZHqXeTfRux9ZFRGn6gmj1UFjo/Gf4Ma/+CgtNDvXsVG4gkafxguKHW0UdG6NTjfrkcpe4XxqnX/QynPEz59SnjzmFkN229L+gwuSh17Zffrm6LPDRKhx4TXxxWUscTY9RTw2HxKlXlz61xSr00bL0tVCVyX4qyB6W3b/J1TqYoXnFfzRTfn6XUfRUWDNsuhqzjvKxkdlZqiVopoWhrvfOUq+IY4CNMfS+d6KUe8/gX6aHUozFqZvnSY93FLVH68ymaEMP3g6UBswjtGi8X7ff3e+9j7Vbqkd8WLkQeGqfRPYEeoKgBXnYn/PMjwusBqzvy886SmqWHF36M/ZZ/PYjuzND47wQdY+9nIW1Yrdr9RWhHF1D+g1m6xw9DlWURli/R0YXr6GphROvZFtdia82rShFt3X3dWu/zZ4y/FyiZmx7Xeh9YZ1z9X9uh9abPa3Ouq23yFf7q7uByV7XJ53u0DhGm6P292qmi+MnLlbw2bL6l0wqb39s4r2r5g90i3izOO4a1PL9iLF+dVF1duzqpHX20Q7wNNKp17D3lehOwQoWruHK6Ru5JasOvXnVdLVSsUzyljTzaaedbZJ0W35nSMtPOO2Zly7Ewx7b1aMNZ8TffhKB3RYJuz0vQ/RhvXY1r68wrr3r8erWjOTlH3OXoIltvREuKtxdHN3VrKRYu1z1EQbxd9j5RntkUuSeude89qp2Rd+F51da7DFeTnxpL19QOERYW16T8B+ZV3GXqvYtaZq8ol+JN6Hp5lgW4Am2ayfF2QXrr7dqY1snfrv6mdy6773S6/96vrkIY5qYzLN/Ffnk6DLL6xdohudyUtRfirdWd0puCo5s6tZ6DGe28HFy/fVeoo6Hzx3T1vJYZ7Nbi1hu1jfaVj5pxt6+WK5PauGMdo46N8HLkUF6G9Xgfydt1MXS7GLaOz2kXJ5xlRa9Hgyztrbc7y20tbzPH9d9885THzeMYELQNcQpQ3113sB1vqXf9XePWfXkp/4OkgaH+7ZrGwpKyluXtz8iUtOQPz2vjrJ0w9m/nRbC3KCvqRcVjuZer2vmsIj8Gx7V82SbqlB6V4jZzRlkPRibY/sUiFVVMPyFoG1bPdr/aMIjZnOcdXKG68i//5nUH13Ddjh9CpbbJt25CQ2ni/7CMBgCoQonS21uoSzzPyA5clNnBTpduBGeHqCk2IL6kiA8EDXrnDQCWshu4XVNCeljQ7gMsCxiiDAAAAAAAAA0BHVwAAAAAAABoCOjgAgAAAAAAQENABxcAAAAAAAAaAl4yBQAAAAAAAA0Bd3ABAAAAAACgIaCDCwAAAAAAAA0BHVwAAAAAAABoCOjgAgAAAAAAQENABxcAAAAAAAAaAjq4AAAAAAAA0BDQwQUAAAAAAICGgA4uAAAAAAAANAR0cAEAAAAAAKAhoIMLAAAAAAAADQEdXAAAAAAAAGgI6OACAAAAAABAQ0AHFwAAAAAAABoCOrgAAAAAAADQENDBBQAAAAAAgIaADi4AAAAAAAA0BHRwAQAAAAAAoCGggwsAAAAAAAANAR3cpeBymhJNQ1QQX6tydogSx0viSx0FCau8zI0erpor0ND2NC3HkNdL6XiChs6KL0uYFc6al8MSpbdXKPvLVOFAgtKXxZeaCVmHWB41ieXrVdYKB8LmnzPPCwea6tSeVVO2rm8bFTSPlmq7sVzas/qrVTlaqsfMBjmWVzz3qsPxyeu4WYO2GvWvcaCDuxSsTlJG66eY+LqkBQnr9YjPUg0XgBvK4fKyqZ+0F5IUEV+Xotg+jTI7lnIIAaAhLaXj2TJoq2ERaVAX+UHSePISdWqpQTYV2MxL41oqPWMswMykxXwtz5bJ6/P4Mp36enxKsV8UCinxO2mdfHvSd9o2rtl74Ga08W2u7bHljf0a8ix845f0T1qqbDvSPH19KaxsO53pfPn2zWVChis/KMeXbUMVhnqHi6f/4LixrviN55O5vJ1u7v2z+LD1rG3p2zH2Wra+Mo95eqS0cWtZM08YeXmWRma6yNslM+6cFD+9fJSR097cjzzPXk8vG2l7e8r4++YT34aYF6Qu+My38kXaflkasLjbYRTh5/HTywTbtrmcg6osSmnH01NsW12uuBBx58uK7Rm/2evYywfJO1HupHyT426S04hv06ueOfJan2fHSbXd8jQtT0cj31jtlNLBLm9mebfzyFgmSPnz2ld5GdHx38Q25DpUcTt8Ofadl0nP+sbJaSHiY8VZXlbOc6n8yHki78eKryNt/lIKs7HMDEsjI12l/erLmimgiKdMxNFk1Dt5nfIyoC5HUj2w8lrikQ9eZVKd5t5xUS6vSPOy5eRwWdvk+5HaZMdyiri5l3cs40xLO1+k9GJx/kt3uORyxb7Xqu7Kyxu/O8Ohh47HVaoHL3rsO3DZl6jKuHOeFB5FWivLOAuHHFej7VdtR1F+5Liy+Xw7VnjMeDootqHcP/vgSB826WniFz+5HNnbMJb1aBsD5LkqzDyOdlk0vhvrSuFT5jObrLxly1qf3fuQv5eHS85za3uucsf3LS+nh9crLGxdr7ZanmeHQw5fpzY6ogiPlPZ22wDLAe7g1sPZIWo/N06sGpKmjVL0XFb8EIB+NYyvx6YC0bB7GAYfDnI6bvzOpr4LPZRe3c+WTRGr+GVXr0rHeyjzIJuvL+9/la1woJ39I/atb4cPLZHmKdbPJoeJDhu/z6Qnqf2ANBCFX01bZuHS7c8Y6/LfWF720KjYzwxFD/OhNpX3b2H51XMyIcqCRv2b2DzPPB6gjLmvQht1HeNhZvva00Vt5r628KUMkR0ZYx6b8jRsDOVUlQ/XEM/CgRYp7TOUXO2el6e2pLlelrouiO1dGqfJw8bwH3We5Ciur8+mPUXq4fFaSF1wM/OFbSu/oYvGzhppwA5cxA5YpO3zK0W8TBSN8LmWKxzosbarXYrSMCsrsX08DcaMvD5MlBfrqMtVlXFXlEN+J07fBitriZN8/07lYS1S8oUZYidExA68RvmSsTC0SOXP/y6fndczD2aopUnEScp3NzlNVemo299OuS1iPi/Xe8xtmeWdlUHyKrde5c9rX+VlxK8OVdyO1D5UKmtWWlxKUObOJhFnljfnpLrJVuP5xPdX1i5xyvamQEPSepkdH/PNc1UZ8oynr4h/2VKKUT9rP1jnh5U5o22xeeeDF1Ub53fsKMsjjzQvWy5Am5yndmraQzSqL2O2z26qNpynv7p9dbejH1OUMa92yyls3bWX79/k0X5xUj34kDFHqWLZl6nKeNlx0q8cVW4nbeXbqdx25NlqTVYY7XbEFub8hbPSx0oT//iFbRuD5Lkq3pF7E0Qnc2LZEuVOtlHcpzyUx0OfbSnfh//xSVW/dXL763EM8wtLWf1Wtqs8vM5zocd6grUfsDygg1sHhdMDlNpjnhhFKP5gp/4pKP48VVMTm2IDlL1QFHMNpVczlGUnjPrvbGrfn6Wi+wAi0RuwZEugZwpiW1I0EJOeebucY43sOHX7nNh0pketxpnvq/NcUXEwLbdUw6Ub7LPW5XmZZeE00ruFuk5MUvG1yvu3rI5TgrqoxdUoqvM4RX1mB2RTnH1j3HE15+vYia+rHFQuHwXK7Zf2o3PPi1F3msR6nTS+Uxy+eVw2GB+VeXJigNrFfs14LbQuOEj5wvcfVme6W3EiwuPOThTYSZke7ju7KKuXFXYCwrKsneV5cY99AqMsV7WMOz+g6tsRZa0s71Rh9eYMQyV2XkeibXZ6SfnuZqepT9gG8/aJDS+/J4pklHi7zHmXW1X589uXoox41qFg2wnKTq8otbETV2N/PN/b+Ac9jiSVwciOPkq58k/Z3rCT4fggK19Bn9crK0Phy01d+LZlXsrbuDDHjiBpbqrUJkfXshNfsy55hl3RhuvlTN2+lrWjCup2yy1s3ZXqlUf7pQtYDyqVfZmyjJP6OOnJt530E6TORynKOmRmfqmONWHKIGfnoTpNyoVrGyvnuUe8Vyepb0OGcnx7vBxsiFPMpzz4x6Oadqa8fuukcud1DAuTpup21V0vy4VpP2DpQQd3ieEPuA+vFVeULo2zJqycfsdHXFHik++VdXFlOn6aV+wKD/rzO0raKNEetmy9X36wVMOloF/Ns9I7w49rIfC7IGy9LTm9ceUHxCB5XBm/yjpM0UtGuPhVR1Oo8lEtVZ7oV6Pt/frfcVhKjKvLVrilu3aB1STu7GB/Z5H6xDbyg2K2Qw3CWjcLC1u4clurdFh66VnW3rATPf2O1WGiHtaG+L9MyqsMLeVy48WjjQtz7AioNm1yFa7zsc2yyG13eRkvP056C9JO+qlBXahDGfRTm2O6Ot6xLW2UebXEOnNFSpgXPaouD2HS1vscph5U7So0NnRw64Bf6R04bTZ5fNiHPTRx0hoOUqCxZPlwzeKFLLVFjSZBv3Knf7LxK3VZfehkOPwEKT9oX+m0wnc5TcP7jY8GMSyNilTkVwKpfHiOLGvFh8XoWBfRg/FQBwtnuAYoJ/ZVOj7sGr62uOEy6XnpHu7jtf9z4koow/fpyDsxHHWyWKqYxw78ivgJe7t0NifShaXDiTaK6o20XcYqlw/jbpBz6Lt7Hi+bLO4VDwBynvBwlqdJNXWhUh2pxLtsq/Cr9e704NhJFDum5/XhavYJjLJcVRF3pctFmtzGwqN/4VeX9Q8Sr7B60+8QlQ1X86tn1fIJ2/6clX76/gbj1hVxU7h2LWQ6eNah8Om5EMZdHzuOelpsiDraJWV7Y+In1azzRdbdRQVlGQoWz/D1LmQ58swHTrUtdRtnch/TVIKkOReqTQ6tUvsqtaNijrc61F2P9qtcbfbtW8al46Qnn3aycttf2zof/LyqetWe8zn5xHtTnNpOjtHYhSjFeZkMXB7cwqatf/02qY9h4ajLnOpcyClo+wFLEzq4dRDZMUrj58whJT1U3GBfee7b0EUt+vwcRRVXrGI7x2kyxn9vop4LbeVXktkBQH8OQN+GdPWQN1J8CIbrKjC/Mm0s10TtJIZ9bOq2w7eHKCGugFpDtJr4cwl8WAY78B62w6O6Utm5oajfVTC2ny9/xi9EuBxxZ11Ic2DQYobLjT/LwZ/BMfKMTfryqv2zeXvarOE5ubXiLoA1lIpN7KyeD4epmMcOfKisvd2m0/waqTG/2yoHUhnzKh8S4/lSc7iOMTzOOY8/F+Z/hbM8T1g4+bM/VpoYV+FD14UAdcSNH4T0/fLhbR5l2xs/uZTjbtwhKxxop0l9aJJIZzF0Tl2uQsZdJpdDV9ypLOzqsPL58QeNPC+788HKg1x++fJe9WxhvMLGsHjkxDz9WSrV3YAA5dbmsy8lrzoUdjtsDbmshcXyd1SKoyot1O2NPYyv6c6MuMvikefKMhQgnp71zrtseZcjduKob8s99NYrH7y2pW7jlMc0iSOPfNJcXi5cmxyeV/ta3o66wu9Sn7qrbr/carVvZRlXHCd5uJTlyKud9Gz75e2Er/MqYc6rvHnVE5dQbaMXv3jzcAzQ5FrzJkCw8lDOax9ebYjHOYyb4hgWhFyP1O0qC4HiXCho+wFLX5PG79dDXfHGcCyaqc9Q0evp7BAlit3lncfrbamGC5Z3XUC5Co+fuB6LUgYnBVCGddy3F6l7WQyXBgCA5QR3cAEAAAAAAKAh4A4uAAAAAAAANATcwQUAAAAAAICGgA4uAAAAAAAANAR0cAEAAAAAAKAhoIMLAAAAAAAADQEdXAAAAAAAAGgI6OACAAAAAABAQ0AHFwAAAAAAABoCOrgAAAAAAADQENDBBQAAAAAAgIaADi4AAAAAAAA0BHRwAQAAAAAAoCGggwsAAAAAAAANAR1cAAAAAAAAaAjo4AIAAAAAAEBDQAcXAAAAAAAAGgI6uAAAAAAAANAQ0MEFAAAAAACAhoAOLgAAAAAAADQEdHABAAAAAACgIaCDCwAAAAAAAA0BHVwAAAAAAABoCOjgAgDAsjd/9hBtvbuJmlo2U9+LRTEXAAAAbjRNGiM+AwAALEMlSm9voa4T4uu2cZp5IUkR8RUAAABuHLiDCwAAy1yEOvcMU8da/jFOvTvj161zO//ONOWOj1Lfw+106KyYCQAAAIsGd3ABAABqwnknOVXQqH+T8RkAAAAWB+7gAgAAAAAAQENABxcAAOpslgrP7qatG1qoqamJ1nT0UfqNeSodT+jf9elAQSxLzvnb01QS8zmvdQoHxDzX/EpKr4zS7l9bTy36ui20Pr6Lhk5OsxC7zE5T9sAu2iziYCy7mXZ9uaAva4RLeg6YGYiJ8Lji4KmUo9HHttL6FmO9lg1s+weyNF0eGJo+OUS74ma4jWU3P3yICtKyety2t9MasUzT3e20eftuyl4QC5hE3Nr5S7rEconHRikXKNAAAABLDB+iDAAAUB8XtfGHIvxRGOcUSWqpwU77+2BeLK9pM2lp/rZxbUbM5xy/SevkB8U813xvc2ydmL2Oa4o9fsreb3FcS0bUy5nhc4TLPbnioDJXSGkx1bp82tSjnbokFvRKT33q1Mb15fzjliroGzL4xS3SoY1MzYkFAQAAlgfcwQUAgLopHttNXd9U3AospWlgf1Z8WXylE93Uud+40xt78hTNvKeR9t5VOjPIuplM4dluGnllnn2ap9xzvZQWUWjdd4au8mW1Obo6fYqGNzTr8yM7MmzeDI1v07/q+DO47DhLWqU3Ol/OUveDA6SHZlM/nZox1ruaS5EemrOj1P2VHAsJC80rY9RrpufGfjpzxVh27sp5OnWwjfTQXBinlIgb6/TS0TfnjHD88CLln++llTeLn+anaGhHlxG3SJKOnrtqbOvNcWKdXpZIE7T7i+OEP7oEAADLCTq4AABQJ1OUPTIhPrM+1ENH6fxV0XmbOmp0oq6LKRp/yhw23E19ezoowjt9N6+k+I5uiuvzSzT0yhT7f5ZKF+wO+qrbVlGz3kFsppUf7aDefZ0LfmPz1ImU1YHufqKPOsQGV96XpO4txufS0zkWahaa0rQ93PmOVbTK6F9T8+3rqGNvP3WuZl/eKZGd6myZlWKhW6MU2zlMPZ8wvs6eHqMB8abn1j191H3PSv1z89pO6n5I/0j00gQV3hafAQAAlgF0cAEAoD4uT1P+dfGZOunQU920zuhD0cqN3ZQaNLqSi84RrjFK3CGePdWfP91FOfELvVFknckIrYu1ihlEuSfaKLphK+1+doKm3xEzF6RE0wXedTWMda6yw9K0hnadFj/QNBUvE0XWtZMVmtN91Hb3etr62ChNvCE9fPvRVuoRH434raH2h4cofbak3wU2Tb8+Kj6xTjaLl73fFbT5GfEDZalo9+8BAACWPHRwAQBgEbCOIb+7KFlxq+jtLnGtj4zRyLao+Ma6pN+foNHPb6X1rOO468QiD+Dd2ENjRzrJCk1pmia+upu2rltFax5mnVE+b2UH9X6rl+LWreUiFY4NUFeshaLxISq8K2YDAAA0IHRwAQBgERRpxnXHc+Zy+M7hTKnWHcpuyojnWMsm89nZW1up54WL+jO3I4920Dqp4zi2fTeNud9KLMxdEx9C6M4az8GWTxlK6hcImqn18Qxd5M/cHumhjnvsAdLFYwnafcxIn+gDw3SmOEP5dIq6N0md81cGqPMp43leWevBScU+jQl/yxcAAJYTdHABAKA+bo/YdxppjIYPT1BJ9Kxmzx6igcP20FxZ860t4hNzYpzGv2sMv52/kKbhg+p1QlkdpTarX8jCNZimqXfMLt88zb6do9FnWFjFHBN/5rbnK6fo/PQZ6t8oZhJbzmOo8sTLufI/N1SGpdEGu5M6dnCA0q/PWh3Q+dki5Z49RBOXxQwTf+b28RE6dW6azuyzh1BPXJZC3Ryh2I5+Olq4SBef7xQzWSf3QkkPV3StPW/q8AANvVKkebNT/m6Jpk4O0Nh3xXcAAIBlAh1cAACoj+Z26njS7rwVnt5KLSuM5zxXxfpo0uP1TCvXtYoXPXET1PdJ47nUFXd30XTE7sxVL0YdTxhvS+YKz3ZR2x0rrOdPV0U30+7XzK5pibIH+POrdudv/p2S9FxqnCK3i4+0kiIfER+ZqQObaRXfZoW/gxt7oM94WzJ3dpS6WlfRCj0sLM6r1tDmz+etjnLp5BANHS9Q0RxmPH+VSm/PiC8sNBGWpt8dpV36M8Kim3xtloqX7WXoIxEWUta13tJNPWYWlCZoIL6GVtxi7LfpthZq6xyiUhV3oQEAAK4ndHABAKBOmin+uUPqtyVvStHoYLv44rJ2K/U8VL5S5KFxGt1j3xNeiNZHRmn4AXUH223+HH9+1e788Y62+dbj2GCKutYan3l82+/vD/9W5Y09NHq4I9h685M0kGynNbeJjuiKNfafYWJpmtrB0od1aMf0Z4RFp/2WVbTZ/LNBkSSNPxY3/pzQ7R3U+1yP3bkGAABoAOjgAgBA/XyEdajO5aVnV/mfqhmhyZf6qf1WfQmFCHV+JUfje+11OvaOU+4rSYqaf8N1oW5tpd5vTdMkf0b1vnVW5zJyT5y69x6lM0fMv13bTNH7eqhzS8webh1ZR/GdvXQ0N0P5fTGjsyg035ei/ESKkuLZ2Mg9SRr5YqU/JdRMrb9ziqZfG6fUzrj9jK+1n1Hx/C1bMhqnnm1xilmd6gitu6+bep8/QzOv9lOMp+ntLG5sO3Hp+dzopk7qOZih89PjlJTuMkcfGKFckT9b3Cltk+XRth4azp6nHjx/CwAAy0yTxt8gAQAAsMhKxxPUkswaXwbzpLHOIgAAAMBC4A4uAAAAAAAANAR0cAEAAAAAAKAhoIMLAAAAAAAADQEdXAAAAAAAAGgIeMkUAAAAAAAANATcwQUAAAAAAICGgA4uAAAAAAAANAR0cAEAAAAAAKAhoIMLAAAAAAAADQEdXAAAAAAAAGgI6OACAAAAAABAQ0AHFwAAAAAAABoCOrgAAAAAAADQENDBBQAAAAAAgIaADi4AAAAAAAA0BHRwAQAAAAAAoCGggwsAAAAAAAANAR1cAAAAAAAAaAjo4AIAAAAAAEBDQAcXAAAAAAAAGgI6uAAAAAAAANAQ0MEFAAAAAACAhnBT6XiChs6Kb0tGidLbh6ggvi0/PPxNIl0LNLQ9zeYsUWeHqClI+AIsF7osXU5TosnI58KBBKUvG7NlhQNNlDhu7LVw4PqUCa+wLQhLTzNegUjpHzSdgyy3oDQNGwelpVTXg4SF1ecDSyO0dcfLXFMTNVURX7neKnmWHe88KB0fqkE9lLbvVacc7VKFeFSDbX+o6m0GOZ4s8WNOWKHSSzr2epUxR77Xokw5hW9TnWW+LmVOWND5nlQvVGoVbiuMFfZXPamM1JtU1pYNz7ZZ4PmiPCbI6epsg+pZpiuqWzlamOuaJlXwC2+t4mK1naHafG+4g1sXEUq+oFH/JvF1KdvUT9oLSRbiCoIuF8bqJGW0foqJryqxfRpldtR0r8tTPdIfwBM7WTlMlNc00vb51VC1ZVFvveqU1C6h/VluAhx7l3hbumTLXIXjdc3DHeD8oDqLeH52Qx23vdP1upbpupWjhVluxxa/8C7VuNzUkszSQExxlV6/SpPWr8gYV6CMqzP6FX3raohx5TF9PMHmJSj9mrPX7bgSZ26Lrc/n8d/0bZVd3eLbbKGuEwPULpbV55rLW/PkfbP5PPz6lRq+jH3HTb/7dtacL5YT5G1a4QgUbxP/Tb67Z4SJL2NciSjQUFM7DZzoohYRJsc+PcJixlmm+l29Dt+n2D4Ly5B5Zfgs+yxt17or6XGlpGzb1nKudJfiFags6eEy85yFVV72VXHHyNwnU/EKu361kYWNr6dvS46/nKcsNw6I+Vb5kOMi5vErrmJ9xxUpRdiM9c1tinT2jKuRRtY2TouZOq8wS+VQpL9vOjNyHMcuiJmcFK/ycmyQw+cZDn1JWbE8DThFOjq2r4edp5+zrpcvI3jli0WRF3K6WnnuJqf9GIuNTZkeDvI+pXCVlUlV2FTzbHr9ZGXf3LZvmeN4Pollm1jbY149d95NYnG14lFp/3a+JI5/j9KsDFjx18uEWMNjv3K9tcukSCOel7EByiZbPNKV8c1vdb56p5lHHnvWKba8iJ8dD5/04mF1lVUjzPI66nLrlT/q4xaPh/N4Upa2imUq5bWZn+XtIyelHZvMNJXTeuhbfH1nG+Ffd3h45H3w7yJcvvkuM9ZxH4c4Z5rm7PCbeSTy3ZOeHnYb7miX5LhIYVWmK6eKj2Meq1tlbaBP3dFVzk85fjzsZhw8jx16ma3UZtn1wvm7kfaOY7Ui3t71U46nfNyS9qdKR4lc3oZY/hvLsDB6tFvOMiLw38U27Dgb5ayg3L8ijeSyw8uKlBfKvJTTXaSjtZw7jzjH8q5lpDC6w6+qJzJH+lU6NxFU7YX3eW+AdpRRt3sGOYx2WBTbK8sruxw5yqC+DTt+Vnlk6zvLphk/77TQyeWHpUOlY7Cjvpjk8uPeT1m8DHI+DLGw6mGXyh1ntgE6j+2YvOqpXx6Giotf2BSU9Sagm2bSnZQqeFyl358hOsx+eyFJxQM9xmd+Rf9SlIatgjdAGRpl8zPEzle8mdvS8qy730Q9+joa5Td00Zgjcvwq0AyNb0vpdw/0q0EsQ8zlNW2GoofNAmPum22H2qlpD9EoX6bQRl3HzPBlqeuwmM/WHT/XbiQm22bLyQTN6PONcPSYiRco3lyE4g8SZV4V613OUWZDXLpSFKN+Ft/UtnG2H5Y+q9kaOzLGtvg+adgoFJ7xE1iB6JHC6pcmhQPtNJmeMeYfjtLkCX0L4aj252Cnu5nWPF6ByhJbpzzPOZZPF+LGNi+N0+RhRQPiIZssUpyvty/KKlPO+MynPUUpT9spt0XM52HeY25fKr/EKuRpEQY29V3oEZVWHbaCV9lQxZWnabLNuCPGpjjbr4E3Fl5htsuheW3MN51ZmWg/x8sa39YoRc9ljfm8oWGLmvueSU9Su6McMwHrg/saXTY5bMXV2i7fnyIdy8t+eV1X1g+P7cnUecHrnzkvQRmrTbB51he/9BB4JzDzoFiX1fO2pB0uu0zGlGErHe+R1lVdXQ5T5lgZ2tNFbbxM8PlbeKn251l2hdg+O18yO35BzHULtl9+dVf/nbVTiZNjVOB3NQop6uTprry7wU72rfx2pqvBK1+90sy/TazYdjG++bUpTqn9OavNLpyepMS9Ed/yUZnquFV+PClLW8Uxp1Je65TtI2+b2tkGzHVZmsbMY5Od1v1tfH2pjahYdzyOmwHquVP5ccjNqod6Gor2JAirDfc4XwnSpirjw05wpfUyOz5Wfr4jKc/fgPmpUKmcV2qzZM6ybZQzi2c+quun53HL4k4zV4vB9qc+toak3+kztqGx6A5bZVbdHnmmkcfxUpWXnJXuvC27s0nUQ+/yqizTvuWxQj3xTD+/cxOv8ymuvA0yBTruhThfL99ehbIilcGZBzOsAy7iJ5dHD/w4YrWFZcet8MdgT1bb42pvVHWqYt1x8aybMo96KlTOQ4kqLiF51Zsg/IcoD/aJwlmg3H4WaVb59J70nV2UPVcUkU5RX5Bb09a2ohRljbm5TmxLSv/fT+G0uNqv9+L51c5JKuqZYm8nupY13HtEoeMnHPpcrpPGD5uFkR9YO2myWNK3aS3PxHaOE10Q1/YDxdsQ2dFHbSdz+rzSqxlq2+Kb3Yx9FaidbZvHwzt+wuo4JaiLWqSDjHodHl4pP/h624yPoSj25yTtw5HWPqw09cpzlk87Rdrx/W8wPgbRme42Khk/URJXwvV04XeJrDzN2ycPPMwniuJOjh0Xnn9Z1nAbaWrnjzpsPmVDEVe+bTLDyVhp4BtmeztBOMu0UdY59755mU25ynGw+lCuMz1q/Ra5N0GdbLvf80zH8rJfrnwZ73wxeeeFddVXUXeN9dT1xTc9dK51Wep2p8kKl1UmPcJGLK34FUHvK5chyhwvQzRO3XL5Fh/VvNMrlKD75QdVvh9V26bETvatE/AYxQfLy4o6X73SbOFtIi/b3vnF836ScvpvbH/nEhRf7dqvq3xUpj5ulamYtgHzWtU+uvOXdQD6Bs19SGnNSW1E5bpjtEHu42bleu4mpa9H2bPrIU9D3hMPyIqP+nwlSJuqjg8vz6y9V90BUinL3xrVXYVKbZa9D3fZdvLOR1X9dJcX+7hl808zd14EOaf0Yt0tko/DyvbIJ428jpceddVK99VRamOdQqO+eZdXVZn2L4/+9cQz/ao6n/Ln345y6nbPq00p316l+mWXwUi0TUp7uzx64ekyEDPv5rqEPgb7kMqP3N6o6lTluuPkXTdl6npqqpyHEkVcQgt9/mAL8QyucYXR6EmzSXnlvX70q47W/l1XDOuqUrxZhdqQodzlEuUuJOwCrsSviA1T9JKxLX411eQfP+PZBm1LTi+UZsGqX5qo97cs6FcNpXTxuCPjRb+rJK3vvqLuVKM6scAwL0Xl6ehd9m3ey1TOF0Ve8Ku+F/rEvHz1B5wFU4RN3C2In+YNt2vEhq9atcO12k4lBRq6s0h9Yj/5QTF7Ia5HvlbIL37QnzzN5p7NEUknYvUVNG0XK6/DUB83w7W/S58qPvodicNEPezY6j/kzit/FyM/F7aPWudj8DSrHr9oNrxWhPvSODvNryRMGtWhHVwMtT43qfq450GxvbqVFT7ySBtl7TvbV9ALVDVUqzq14O3UOg99LazeBOzg8quYA9KQDW+T4qosD9hYssLt8oD43dmBCsMHvGXtoVB6mEgfPqZfjZG2WTjWRbQ2Kr6ZgsU7tqWNMsfGqLg2XuEgUKTiiTaK6h1RdmA/aaRP4PiJoX38ipZ6HSO8xp0ERr8CJz4zA/wEjLucpuH9xkdf0v6WBX4F9ITHMAhpCGHp+DANDMpDyQ38il42GXQIRPA6wenbtuoGK2+nxQAWvzCHpJcJM4+l8mVccbPjpcd/Q9RRVoPVh3KOOPF1HozTx5TpqC77TuplKueLOi9KxUnqNOPAOh7lQ4a860vl9DCuFNv7NNoWI+wy/3LCD8Z5665YJR7b0ssQ7yyI74642vHT813/FK7s6s7Z2+dpoeeM736Fy0Wa3Mb2p3/hdz30DxXIecLbqhTFpYNw5XyVeedxNTzzi1/pPpfTn18zwhq0fKjyh1MftxwCpW3AvFa1jzxOJLVNel6Y9dNb0LbEfdwM1/5eX0HaVN/48JNE1oly39l2UOZvsPxc2HlYpX24y7ZT2Hz0Om6V8Ugzz2Mrp2q3PBQvZKktauSgfqdL/8Sp2qOA9cpUVTsYXJDy6MUz/RZ4PuXH+7hX3fl62faC1C8f3ufK4rEqfq4i5uhCH4PD8apTfnVH1QaErZt+wp27OAVunxZYb27Srzx7vLDGxjOVP3tgDon1uDLCClXfBv5gOV8mR1HlXZog+K32SeulC/zZET5+29gum0JdPemktgs9Itx8DL2408k6b/I22ymvGK8fMN6b4tS2f5Ki7hMQHb9SzffDhzYYQ9mMIR89VNxgpE/F+LFKZtyiZxNrRfhwE/U6LLyH+XNSYt6eIrWZw/E2devPMxjzWaPhdyVEsb8ggpWleopRP39mwIw/m6y7zyy+OTFPf5ZDdSWSlQn92RWxnP/VqYBlw+QqbznrvpNPmD14pXNkx6idx1L54vVyVIqXMv6B6kO5zg1F/UqpYx1lOqrLPk9Hu657LFMxX9R5oQ+DNOexjkf5nT6/+lI5PWL75H1KbYuDOmzWEFt92x5D2sp4lTlWhvhzUOZwOSmufCiXGb8e1l0x5ocsu3z5Pfb2c2vNuxve+7W4jgm8Hup4m8n3r2zL2Vb0q8NsujNDiUvO53wq56vMJ48lldquyvlllOMBsk/0gpQPdf5wHscttnXreEIeaSsvoz/nHiCvle2jK+0UeaEUtC1xHzcr1vMlJGCbWh6fgv2iGp6e+lBA5/mORVl3AuSnz3lYrc73nGXbNWwzZD56HrcsqjSTuMqbfWxl8VC2W2qOunihTVpW1R4FrFcmr3awVoKURy+e6beQ8ym5DRKzmMrtaLjz9fLtVSgrQXicK9svO+LPn9tDug1hj8EhedQpv3M+ZRsQsm6qVHfuIvFpn8ossN40afy+bwPjbwQr7lSdeN4I+JDPMYq+EOCkpJHxDvuxKGWCNvgAyxo7yG8vUvdiD0U9O8QO7PGGGGJ/vS3qcQvtIzQS1g4lit2BLtBWhnOoxdQ45+vX5xjMO59j0cyyf7SjVvB3cAEAoAr85M+8Esymw9Hgdw0AAAAA6qTh7+ACAAAAAADAjQF3cAEAAAAAAKAhoIMLAAAAAAAADQEdXAAAAAAAAGgI6OACAAAAAABAQ0AHFwAAAAAAABoCOrgAAAAAAADQENDBBQAAAAAAgIaADi4AAAAAAAA0BHRwAQAAAAAAoCGggwsAAAAAAAANAR1cAAAAAAAAaAjo4AIAAAAAAEBDQAcXAAAAAAAAGgI6uAAAAAAAANAQ0MEFAAAAAACAhoAOLgAAAAAAADQEdHABAAAAAACgIaCDCwAAAAAAAA0BHVwAAAAAAABoCOjgAgAAAAAAQENABxcAAAAAAAAaAjq4AMvd2SFqamoS0xAVxOzro0jZz62nFhaWNdtHaepdMRuCebdAhzrWsHxsoc17Jlhq3oCWTBqgLDeCwgGzbWTTAal1XFLtZv3Mnz1EW+9mcWzZTH0vVq5NYZdfXlCnAW4U6OACQO2cTVPia9NUYh+LJ3bTxPeN2RBM6cVh6nuJn1SWKPflMSpcNubfSJZMGqAsw7JXouzhPpq4wD/m6NA3C3p59hZ2+WUGdRrghoEOLgCEMz9L06+kafSJXdT+jOu+x6YkZR5ZRxH2MbpthDo2GrMhmMgDfTR8f5R/ovjvdFN8tTH/RuKbBn5lrxooy1AD829PUfbYAO3+tV2UXVIXpSLUuWeYOtbyj3Hq3RnXy7O3sMsvM351+to8FV/P0tj+3bT1c9kl1bGff2eacsdHqe/hdjp0VswEAF9NGiM+A8ByxIfaxQbElxTltX6KiW/1UDqeoJZk1vgymCdtXz33BmCrddlDWW58fIhy+37xRc7jmrWbBRpqaidjS500filDyRvwwtSyJ5eHbeM080JyiXTuS5Te3kJdJ4xvqYJG/ZuMzwDgDXdwAQAAAAAAoCGggwsNaJamTw7Rrhh/UQ1/gcgaat++m0ZfcQ86mqfiK2k69FiCNlvLttD6+C4aOjnNfg3gcpoS1otKEpS+zLb6Rpr69JfkNNGajj5KvyG29O40pZ/YSutbjDBtfSJN0x4vuSidTdPQw5vFsmxqWU+bHx6i7PdnxRIhlHI0+pi53yZq2bCZdh3I0nTZpkS6xY2XcJjLbn74EBX4siKu1h0vbn+7ET4Rd1V6mGa/n6WxJ3bRZmn7a2IJ2v1sge25XOmVUdq9vZ3WmNu7u502s3zM8ufDApj9U7b+r4l93b2V+o6zPHWET3qxjN8LZ+TftqeloWthy0+F9OX8wuEnQB4Xv7ZV2rYrb17cbYWpqXWAClK51PPBTEcpfs4843cZzG03UeJ4ieZfH6WuDS3sexdlpao3e2GChTVB7fxFNvryrH6ysp0zw6NKgyBlj3tnmrLH+mjXr0h1h5WbxGOjVHhHLMMtsCzrZos08exuSlh5b5bnHJWuiWVMim3NfneMdot2omUDK58nPV7oM8vidGCXnV4iPjlXc1b+MqVZKjzTZaQDaz+6nrHr2eyfHrLax5YNXXToT1U1UKEsHvM09azYx2/KwzoDtsGKvC6e7KOternh6bmLDpW120LAdAkveL020ty8e8tlqetOER75hVaeWB6xMmTFVxwv+MgCY7/ydsrrmM3525A0jNXzJVsevJYvm3+tSFnpeNbO2jFl2uttk6u+/wqrJyek8h603lZQ8ZihrNP8Djz7bt3NZ050We2hnJZKgcMePv+McmDfveUGYmI5x7EIAMrwIcoAjeOiNv5QhA+7V0wRrePIpDYnltS0vJZSLmdMsafkZT1cGtc6rXU6taMvpLSYtA19ivRop2bU4Yo8ekq7KjZluKqdeTJWtpw9sTgcdoWrkJJ+T7FY2ebYb2XhMadNLFyXxIK+6dapjfPlHHF1T6plxDzdjDa+TV7eOUUeyrAlTHNaftA7DVIFsZiPi+mkFilbN6Iln0pJ4ZPSyicNHb9tG5fCGab8BEhfzi8cHoLn8aQ2vMn+rXUwL8LH5m8057dq/a+aofbPh9jjp6S0cOZv58FhrSdifjfjN6dNHu5Q5IsxWfmqSoMgZY+ZSXcqfhdTJKllzLRYUFlmMZk+qiWt+Ckmnu5FsTDn2paynWDls/dlV4tTHPfeT6RDG5myl88PSr8NjmsZRXmLsbbjqrK8xLThKbEhP654DB/usfPTqhsh2mBXXo+/4FFv0xfFCkLV6SLVKM+6FrxeO7btnuR9KXmkEyunqUGpHFvbcdWxtF373L/JbaRn/D14LR+kfPGwj0vl3rdtkrYduN56CnjMUNZp//yudLwJHvbw+ee7bcexCADc0MGFBsJOoJ8yD3LspOi580bncU4+kejQjr6pL8xMaiOPjGinpme0uffErCtntJTVCejWMlfEfC+OA2ZEi3icdMU2eR18nSfOvgc0a4po/TnpRNjrRO1Sxj4J3NTPOtnG7Ks5+6Qj8uQZ/WRtLtdvn1hu7NfOiHjPXTmvnTqYcpxgOMLoPmHy7BTMaJlBdgJbuKhdNYPuyJdW+wT7zaNah7SNo2+KFX54Ucs/36uNvGZ89eRY32+S0srzZJeRf3OcVAQvP4HT1y8cKiHymJt7tV9rtbZv5M/VbLf4zpbday87I3U2Yk+yziyP43tXtTPWiaRcDp0naJGIfPIr9vMtqTOkmHw7uIJv2WNmsiktlc5rF+1Cpl38hh2P1oOTYr6hqrI8x06IrQsCPtP9R1kXRgjYTpB8wWtu0i5L7ET56Dnjl7k3pc6dtA9HB4SlvzKtIzEt5hH2iCI9y/jFQ68bIdtgR177pEuE1RkrSxeQLnIcPctZ2OOC3EFytud+Lj7fIdapMFlhXkIdXK/yxSa7vbmoHb3fnt/5/EVj/nusThaOar1fseti2HpbJugxw/P4xHi28/6Ch726/PP/DQC8YIgyNI7ZHI19UQyp2thHfY+so5X8c3OUOh/q0mcTTdBEwRwa1Uo9z/VQx0cj1Hwz+/ruLM1ea6FobJ3xM43R5BviYyAlannoFLGOAGlX88ROiCyFs+wUKneVX1Ciq7l+tmdTlorW0McpGj9oD5mMPHSUJq/oF6FIuzJJRx9ih0xdiYZO5FxDRMtNnUhRWoxh6n6ijzrE6ivvS1L3FuNz6ekc2ytLupLxpxN0d6yiVc3Gx+bb11HH3n7qXPBLUyLUua+fkpuitJJve56l9TxRdEO78TMLRf6cyJd3SiyXTCws+grMrVGK7Rymnk8YX71MvThqrx9JEjsBVqRhLQQvP/VK3zB5zDX/rwM0vNdMgywNf3OURgfHjK+RXhrfHycjaKwsPmUOgeumvj0dFOFxvHklxXd0U1yfz8rhK+aWnUqlqFXetbkx6ri9SJmvjlppELmvnzLT4ndtjmZyKWP7CxR5sJ/6d8QoahQymuWF7O42skpZYXrBf1d39vQ4DbwuvlCM+idmiJ3aGvGYkF5U9NIoZa3lZCwVtozTRd5OvHeRWMdPzGdOTlnhmz09RgNiqGLrnj7qvkdvzah5bSd1P6R/ZPuYoMLb4rOs1E4Dotyzk237ZTmlAhU3sH3PGfs+uk3MZ0qs/lllNJASlT6SojOijZr7SgetDN0Gy0oU3SnaT7Y9R1qWhij3XePjgtIlkFofF1SmKHvEbuV4W3/+qhHvq1NHiXXUlzZWv7tZudfr73szdOpJK6ek9oaVj5f0D7pVt64y2pabmym6qZuGH7WPgguutws8ZizEYrQ5ABAeOrjQON6YolHxkV7vozb+nIqYVvzKIfEDO61/2z6Nm/0uf9ZVPLNzGzsw8mfVvjwtfiWavhTmlC9OPZ8THYGVMUo+1mnM5h7cTcn7jBOxlfclqEv1J0cuT1PeOiHupENPdVPr7eLr7a3U/dhu+0T1q1Nkh1KlRNMFu/Mx1rnKSgv+DNSu0+IHthXewY6sa7c73adZ2t29nrY+xjqKbwR8Ni+A+bf5s5fima0VLK1XraH2J+wOvZUvH2UnmMYnZowSdxjPaKbPlhzPv6k54915+JB1Aqyn4f6U6JzVRtDyU5/0DZfHhmaKf37UOoGe+uJu0VmLsJP6AYrfqs92lUWeB+Z22XT3LsqJX+gNdaco8mSKekV5p+aVrOMzRTnrZLeDUs+lqPOj4ncWJt7h7a7FSei7xnOxxjONK1gZW0VrYn2sKy+cDNuJKzf9utXKUGTwEKXuZx0h/RuLx/27abfVaZyi/LRqb3FK7U9SVL9gEKXk57qN2Rxb3Czj8n6mnmiz05/Fa/Mz4gd+gUy1i709VrmPPrSbpD1Q9+fYvnmA2b4TD9k1LbwI9T/VS3HRRjXfvpKaq2iDbf2szRPtJ+NMS7suLShdAqrtcUFB0davE9Vh5cZuSg3WspWqg31GudfdHKEOdmyyj3Zme7OOWh/VZ+jGtvO6uIuGjheo5G7IF1pvF3TMWKBFaHMAIDx0cOGGVTrRRes+2UUDxwpUpCjFtsSp89F+6n/IvrIczkpaIS4ccyvkO1Ls8wrxkaiFWu4WHz21UdR9V2911LoqXHMbe2jsSCdLBaE0TRNfZQftdexg/TA7WRSzqzX/3SGKR7fS7q9O0HQpQuvui1N8Zy8NP9ohlpCs7KDeb7ETZ6s3X6TCsQHqirVQND7keAFSJW1R162Q5hXGHaUaCFV+6py+oazupN2PmXejhI92U9eWWqUMUfuG9aLTJ1ybl04022k9/zubtTY/RUNb1tBW1oGf+H6JIvewMralm3oP9rAudX20r7VyVIhQdIP46MnZTtDNdstQM7etcKS/vAe5XVp5R4v4VA2Wj3c7cnlhtq2364eOpeVHxcdFVPvjQiXlbf2KW2tXF+uhc52r3LNjk6tFYVZSxxOnqPc+uw0unh2jgWQ7tUQ309BZ0SLUot7W8JgRynVocwAgGHRwoTFtHKZJPnxKNel/B1EaghnppVNXL1L+5TOU+UqKEvU6jwmlSDPut0deLlJefOS3csOcWnZnzeGg7sn8m43N1Pp4hi5eOU+njrCD8z3SScmxBO0+5tEFe0/872uWcs8PiDcCd9DI9Aydz52hM88PU/f97g6CIfrAMJ0pzlA+naLuTfYypVcGqPOpXOCr8sUZ1x3Sd2ZCdyZnr8yIT7Kw5afK9A2hch4Lb6dp5Cuu+/9vDFHvV9XDjfkQ5Yw5VN49VfW3IvN0PuCbsH25yp48dLXjK+dp5hwrYy8fpeFHOlwdJw+ByrJT8bK7bJSoeE58ZPQhrjXQenBSnf5sWrJ/E7NiG+zyatFVN4t0XuQn13JreYtX+3SpwXHB/Qbtisrb+hnW1oczQzNvio+LIH/BFb4L56U3vrfQSnMkyEc6aDjH4lcYp9TOmHSBL0cDD6YoxxryBddboVbHDB3Lwznx0U+twh4m/+ZCly+AGxM6uNA4VkftYVKvD9PA0zkqmldur81T6fUsDRwTJ/GlIk1aQ8TmaV4c/Wa/P0bDB71O9Ots9Tpqt4Yus3AMZqloHpXfKdChp0aMEy/uoZjiirmM30myux5jBwco/fqsdZCfny1S7tlDNGENXRX4M6GPj9Cpc9N0Zp99Rjdx2WOQ1YunKFdxlG2Rpk6Kj8z8u2KF0gQNP2UPNyzTHKHYjn46WrhIF5+3B8CVLpR8nj9eSZGPiI/M2MFhFnYRa56G+4fF82EuzawDKj4SjdD4CRHfd3I0qgpjteUnbPr6qiaPS5Td32s/tzuYsu40FPakKG0+t8jqUpu1aV4W0zT1jrVlmn2bpcszE3Z5rMSxvQka2DNEubfF9ljdLL4yRGPiGcvAXGWv+P2M+MSwDNF/ulaiiYMpe9isn0BlmWjdPfaA36nDA3TorLkSi8fJFI1Yf9IjTvHW8N1/U3StXeb5foZeKdK8eXL7bonVqYHwaVZvYdpgt9IIjXxN/Pmpa7M09bUBGrCG2cepVYzhrWu6LPi4kKUMC09Ft7O6Kz7q9eswq0vmvs4eooHDqn0100rzkRUm+81xmtITi5W7bw7TsBXu+it9ZYTGzD9Z984UjQ0O2I8tbGm1hlsbmimyKUn9z+fpYvGoXT74ewlYx37B9VZW1TFD4WSGtU/is49wYa9N/k28XPn9GwCADi40ktUd1P2oeULJDjJf3ExrbhPPZ92yglpaEzRkdnYiLdLV5FFKiL9ft2qDdKBedK3U+Zg9sKnwbILWrBDhv6Od+l40uxMxGk6aLwPyFnugz35Jy9lR6mpdRSv0Z9WaaMWqNbT583nrQFk6OaQ/G2WdjM5fpdLb9t2peMQ+UV95u3Rt+vUh2ryKb1Pxd0ItKylqBWSC+j4pnhVt2Upjbys6AN8dpV3PTtC02aFiJ7uOO2UfifgMM26m9vv77buKZ4do650r7DR8jXcLFT7aKj2bW6LR7cbfpWy6YzNl5hW3bkKWnzDpG0aYPOZKJ3qp55uiHG1MUffeXuqVXjrVu9/8W6Yx6njCvstWeLaL2u4Q6cifM4tupt2vhTnNilFy0C7bpRcHaHNUbI/VzTXxgfK/HavgV/ZWrrYH8E/saaNV+rZbaOuxoudd5vBlma2zJUm95gZLrDzHzGefWTw6R607WZFHeymxgKHYkS3d1CPtZyC+hlbcwvfDpttaqK1zKFCaLaowbXCZEqU/t17k2ypq+5z0dz63ddNWkZZ1TZeqjgsRFibxkck+LP52rt/fnG1up44n7VJZeHortYi2flWsjyaVJXYlrWuVns19qY/a9PLKyt1vTlOL6r0O9VJK064Notzf0Ua7zDaF6dy5VaThFI1+znjPgJnjs8US2a1elCKsw1dNvS2zoGOGcHtEOgZkaVfUyA+/v4MbLuzV5p/zou3Ugc3GfvB3cAF8oYMLDYQ/8zNGPYGGprVS4qnyYXKRh0bp0GPiy3UQfWSETj1eHi5blLpfGKfeICczG3to9HBHsJOE+Un92SjrZHTFGuoyT1o2pSi1w+4INN/bQf2Bzzy4KMV3KIaysu2ODiqeKmYnJ2Of30rrzQ4VO9ndvF+cLEaSNP6Yf+e++b5uOqR8W3KMUkdS6ueY2Qlnl6I86GF8KiG+yEKWnxDpG0qYPL7MOrCfN0+KItQz2EOx5maKf86+i1v6Zg+lXjQ6rq2PjNLwA6Ey2hcv25mdVcZT8Ct70fu6FG+f9clzJnxZZm6NU+qlYeuN1SqR+1KUPdhR+aTaz+0d1PscyyPxdXkI0wa79UgXWyS8zh+U2o+6pks1xwXevoV94pLXu0PqtyV7tYtM9P4exToRSqZHqa/iex1q6PFe+yKPJPLQOA3vMH+Yp9mvGe8ZMC+6rYqbj6rwMPdQnDXk1dTbMgs8ZujWxil5v/gcUNiwV5d/rou2ABAIOrjQWD7SQSOnL+rPOXZKz+FEN3VSz8EMnbc6j83U+uQE5Q92U0y/MxCljr3jlPuK9CKg64KF40ieZnIj1LNNemZpbYw6H2Wd3zcn6ei2oCFkcfydUzT9Gn/+KU7rzCNkZJ3+gqejuVHr2czmaJztLy7SguMvguqm3ufP0Myr/RQzn6nimtkJfuEU65StMw66bHvJIwO+f+omsm2Mcule8ewp2/aOYcq/2E/t8nZNt7dSLwtvXHpO1cq/6XFKSlez1aKU/MY05aVnXfmfpRh5bYL6Y14v9HGXBzuMsVX6Ai7hyk+o9A0laB7P0sRTPdbQZLo/Rb0PiO7X2i4aGDTvUpdodP+w8VKWW1k+fGuaJvkzbfeJvGb4i1S69x6lM0fCPn8bpc7nz9PFCWfZ1rc3mKHOe8QMP35lb3Unjb0yzuJl/Ba5J0nDr/rlOVNFWeaaN/bSqenzlBnslsqpkaepdJ6mXl5IntqiD4xQrniKRh7tlMpOlGLbemg4e77KjmSdBW6D3VpY5zJPmb3i+UWWFx2szcufK6/z9UuX6o4L0Z3jNPk8a29EWKL3s/LxUIUu+EdYx+tcnsWhQ9RbFv6dIzT5kke7yLnKOK1lnf10jsaqvUBWrTsSNFzIUK94h0Lkng7qYcet6W8kpXSKUOteVj+ktsM4jg1T5tw0jZthrqbeui34mMFFqTvNjq8sP4yQ8bw/RUm/shQ27FXmX/N9KcpPpCgp4sf3M/LFTjtdAaBMk8bfxgAAcCO4nKbEnV3iTziwkwZN+lubALC4zg5RU2xAfEF9NJWOJ6glKf7QzGBe/VKuRVY40ETt+8WXJRImAAAvuIMLAAAAAAAADQEdXAAAAAAAAGgI6OACAAAAAABAQ0AHFwAAAAAAABoCXjIFAAAAAAAADQF3cAEAAAAAAKAhoIMLAAAAAAAADQEdXAAAAAAAAGgI6OACAAAAAABAQ0AHFwAAAAAAABoCOrgAAAAAAADQENDBBQAAAAAAgIaADi4AAAAAAAA0BHRwAQAAAAAAoCGggwsAAAAAAAANAR1cAAAAAAAAaAjo4AIAAAAAAEBDQAcXAAAAAAAAGgI6uAAAAAAAANAQ0MEFAAAAAACAhoAOLgAAAAAAADQEdHABAAAAAACgIaCDCwAAAAAAAA0BHdy6KtDQ9jSVxDdbidLbm2jorPga1NkhShwv31rteYW7Di6nKdE0xPZ4/RQOVLt/no+V1g2yTKNwlpvCgaZFKq8L3RcL9wEjh+oeZqsOV9kGuJSOJxawjRrUc1Z/hxaS7hX3vwhtUYB2tXR8iNKXxZcg5HZt0dptN7tcL33OfF7MtsPLooSh4vHv+h4/Qpd7xtEmLYHje80sWlykusDajqYFt3/eZahS/hYOJELnf23Uot232z+5Li/smGmr1XagftDBvS4ilHxBo/5N4uuNbHWSMlo/xcRXaByxfRpldkTEt/qq1b4WL8xoAxoa2rUFWcy2w8uihKHRy0kjxe96xGVTP2kvJNnRAhZiKbQnsPjQwa2ZAg01NVETn/QrT/x7Ow2c6KKWpvKrYNZdQ9cdEPuqkHGHR98ev2rIr+TFBiibbLGv6PF55j49rizy7ZnLmFebVPOMq5NiWwdyYqabHMchGjKvCrJwyFey5Kt+8r7UVyLlq2xyHNh8KZ6J4yyd9LDxJdxpLeO/eW/HCosqvbzioe+/4MwPtsX09hbqOjFA7Wyevp6chl7LMOXpb1xhTZvzeRytbXldQZXLh/NOg7x9Y768rLE9R77Id3mkNLK3GWR9nu7O8u55dViZD0HSwLWMlDb2vuSwKvK4wu+OMDvqBC/vZllTbIMveyBtz5fKpSO/T4uZjHLkQFkZ4tj+2LatHNb3xUoX225LMksDMbasnIeccjuMI06Kes7zxlUeysuQ6s6WOoycXo/Oyvvl88vLC7/K7tx++TLGPLGcmcb6vuy053XKSvOy9sHglSeO7fPfpPbAUrH88rCy7TjypKgsM4Hafv1XIVD+uNZxkePu3lbZfPc89l1OE7utL88X5X708Iq23Jpfns9WPfRKoyryXF/H2q9dn72OO0HbFHX5ZuT9BSgn5enFl3UeP7zCqoeBhZevK+ePc39iu1a4zLzjpPwr24ZJWsZKY+e877H9ONskv/gJUhkrb1dE3FTpyzi2aYZJLhts3rfL0iZIXFV5bsclTD1wkOuTXJYcZVNql9l8u/xXE+7yMqQmb1suF4wjbOHSns+Tl1Pv351m/Lv63JlvSy4j/LuxTVV+2cy6zJcPd8xk21Uc13y3A0sGOrg1wStXjuKaRhqf9hSp53iU+rU8pbaN04yWoeRqsWhApeM9lHlwxtgev2rIr+QVUtSZZvP4FT1e0WJEebHPmfQktSsqbM/JBNu/sYx+t4g1sD00KrY7Q9HDohHc00VtBWM5bQvRgLEFh8KBdprk++fLHI7S5Anxgxe2rxZp//kNXSxd7MYpjGyyaKTvvqgireVtxig+OEA5syE9m6PJB+PB0stHNjlMdFhet0jJF2ZofFtK36aetvoVXhEutunh41S+jDL9uQHKiPl5aqemPUSj+nbaqOtYeTgLB1qk8pGntmSPcSBwpTm/aulc1iiLkR0Z8Z3vb9hYl6fR6bg1v++Csc1g68eClXfffAiSBvYyqrQpqzdivqlwoMfKR+1SlIY9y4B3nfDcxv6MNZ+X9TFeBnkdTLZZ8Y0ra5akrAx51xeeBzPpTkrxMO5zxVS5nQD1fFOcUvtz1glC4fQkJe51lyGpvAWSpa7DIi9ZmR8/185OSsrLC7/Kbmx/hhInx1gY3Muo2lmRPlba59mGmqw6ZuWDzDNP+PbbWaTF9i+N02TMdbIUqPyWl//y9sOxVQffMuyZP0HLtU/dl+KllyfVPA/82GClm7jjpNwPY7XlelkI0Xa4hcnzgMc4lUptirp8s9medVldTsrTi4/ycB0/PLEwXDDa7vLlKrWrAcq9vkx53XPn+8d82iTPcqc45jh5pK/f+YVZNliYPuRImyBx5eU5eH2SqeqBxbPtCFI2qw234jxFiddBc70EZazj6sLSPuJ5vmNSlSvvc+fIvQmikzm2Flei3Mk2irM4Bc2v8MdMNd/twJKBDm4tXM5RRlwh06/+8DutF4rix+roFTnZIq5OlSu9yhqRdLd1sI3s6KPUuaKo+MLqOCWoi1qkyl44Le4C62HlV/YmqfgaCz+NU7fZ+PGTKPHRVqDc/hT1mcM8+La3GR+98H2l9tiNfGznOFGV6dJpxjVAWvP9TJ424myeAAZKLx+d6VGroeV50+mxrnUXyqMMKNNfP6DbaRtdyxpOM92C5AWLVXea9O2407x8WZN91bR9f1Zfl6dRdj87AXLMD75+EP75ECQNpLAo0sa/3vC4sAP2nUa4m+7soqxXGeDlTFknfLYx2GeVkdgWY2l3fM35fiqVoaDKtuMZJxkvS5PiAhGL67kExVe7y4Bd3oLppPHDZpmMUPzBTposKlKdnwDy8DrqhcSv7ltpH6UoO5kzw6pKb888cacPO+HpG3SGI2j5dQvafnD+ZdgrfwKWa5267svx4lTzvPA0HIi57vwo9sNZbbleFtr0T1UJkefByr5apWOxX/lW12WvclJdm2pgYdjplVP2/pTtaoBy71X31PnuJegxRyxuUaev7/mF1BY70iZIXHm9YuEIXp9sfunh2XYEKZt1Djdn3Wl1rLewtPc+3xE8ypUnHu8NGcrxbfB1N8RZei4s3rJaHXthaUAHt1b0q03i6g+fFnpVh1VkfjUpfppXuPIrdcEYz/lpW3J6pTUP0PpVJyusGX7sXl4qpTXvfJ/jdzlYw0fyga6++AFieK240n9pnB0a1MrSf5HCZ+NXTYcpeskIA78SadJHCFhh87ri673+dVex3hhXsq04uq+yB1KLbagFLUOVLGQ7/IRev0B0NkfkuFhST+zk984i9Yk0zQ+K2W61bmeXogplWJ0/QctkneouH2GkjbLwsDDrwwyXcBsRVpXH4nB1cBmkl6ruleW7l4UecxZblW184PSolyrDze/IXugT6+XZVmqn4vlOyDY9tqWNMq+yFubVIiWsizoLPybX6tgLSwc6uLWwOkptJ1TDooKZtIZcFGgsmdU/mfiwvXzZlTrjJIeSfBifoXR8mAY2RNWVWgxv5lfe+BXcgcOuhlcPv7gqxrETp/IhMvwquTT0V7/yJj4zA+KOKb8LM7zf+KhfzZT2VTjWRbQ2Kr6p2NvX42N8dAqU1vxK4yTl+LMsW4wGMGh6qeLBZa08EvHgw57Fd1PxQpbaosZc/cq0/slJmf6hGcOw7SE0vNywbbMDhzvNy5flilQ80aYvz0JKuZNGSCPRNspKaWQIvn4QocrtAqjrjVGG/YYeWTzrRIhtMHqaymXntP/ASM8ydM4OCy9/lVJcuZ1A9ZwRF4j4s6l8+JdfeXPwDGNWPyExGOvyURUOl4s0uY2lrf6FX5HXPzgtsJ01eeaJGPFibV9vA8xybqi2/Hq1H9W0/eX5E6ZMetR9V7w41TzOq41kaxjDIfk+FtBGuPmlUWC+ZT/AcYfxzA+P8h3keGALml7BwhpKgHLvX/fkfPeijp/6mOOmTt/w5xdMkLgGrE/B6oHNs+0I0i7XMNwqpeIkdZpp59j/wtK+4vlONW36pji1nRyjsQtRiuvxrz7eslode2HpQAe3JmLUf4k/E8Gv8BqTcbeUnRhuKH9Q3kEfcsGX4evlKCqubPKrSea22s27kLxi8+Ee/MogW2+UP8MhltGfh3Bf+WKNoPXQPPuJD1Pizw7w5yWM/bFJv8rIws+fxzGHeLATp/IreKzRPizFcU+R2swhypu69WczjPmsATTvvrCOtbyvdsr7vslOH1ostt/DmnP1VUSvtHbiB5NJdtAxTgCZIOnlFQ+mc0OResS6djyMjjTfJg+DI/wX2sQVQOcy6vQPL7aPPwdpDv3hz+aIK6OuNOcvZHAuy8uiMczRSIseKm4Q1yrZuvpzQWJd825F4PUDlveK+bAAynpj4SceclzULzUxeNWJMNtgXPmRq3Bt3KsMJffYYcmtta8u6+WcL+965ki9nSD1nDPK7ADx4V8Gz/Jm8Q4jH+bWdqFHsa5UXsjZDpJV9+QyFazuV+SZJ6427s4MJS65nrmssvwq248wbb+DO3/ClWtl3XXFSy9PqnkebaQ1tK+JP6vNh2F6tRFePNoOjzQKz7vsVzruVM4PdflW10EvXunlc4zxPEaGFaDc8/RT1L3yfGdbU7ZJ4Y45Th7th6seVzq/MASJa4D6FLgeSDzbjiDt8kLC7SxDKny4tLWeY/8LS/vK5ztebbrfuQT/bYAm15o3GQLklyTcMZNtO+SxF5aOJo3fjwcIjQ85GqPoC6qXbjSYs0OUKHYHOHhCw2JloIm/DKWGnfEbBX/DaHGnu0MMcD0VaGh7kbpr8HgBynd9IX0BoBq4gwsAUIZfwDGu2urT4WhN7zQDAAAAQH3gDi4AAAAAAAA0BNzBBQAAAAAAgIaADi4AAAAAAAA0BHRwAQAAAAAAoCGggwsAAAAAAAANAR1cAAAAAAAAaAjo4AIAAAAAAEBDQAcXAAAAAAAAGgI6uAAAAAAAANAQ0MEFAAAAAACAhoAOLgAAAAAAADQEdHABAAAAAACgIaCDCwAAAAAAAA0BHVwAAAAAAABoCOjgAgAAAAAAQENABxcAAAAAAAAaAjq4AAAAAAAA0BDQwQUAAAAAAICGgA4uAAAAAAAANAR0cAEAAAAAAKAhoIMLAAAAAAAADQEdXAAAAAAAAGgI6OACAADAsjV/9hBtvbuJmlo2U9+LRTEXAABuVE0aIz4DAAAALCMlSm9voa4T4uu2cZp5IUkR8RUAAG48uIMLAABL3/wsTb+SptEndlH7MwUx8zpZSmG5Qcy/PUXZYwO0+9d2UfaymKmLUOeeYepYyz/GqXdnHJ1bAIAbHO7gAgDAklc6nqCWZNb4MpgnbV/M+HwdLKWw3BgKNNTUTgP6504av5Sh5Gr9CwAAQBncwQUAAAAAAICGgA4uAMCyM0vTJ4doV2wNNTU1sWkNtW/fTaOvlMTvwtkh8TufhsgxmFb+bXuarDUV68z+6SHq2tDCvrfQ+uQhKrxjLErvFOjQw+20hi/bsp66nimwkIURIB6X05Rgv1l3TLn97WL5BKUdw1U9zE5T9sAuaucvIuLr3d1OicdGKedKLq70yijt3i7iJJbdzMKUvcB+rElYijTx7G5KWHFuojWxBO1+Nkela2IZt2slKhxn6RRfTy1inZYNW2n3sSmaF4uYSmfTNPTwZlrfIsLP8mXrY2M0ZS74bpFyxw+xOG6204Mts/nhIcq+4d6aECL9uNkLEzT6WMJenucr237OSp95Kr6SpkNsmc1WOrCyFd9FQyenHXEqHOC/mXdvuSx13Sm2e8Ao0cYyznkAAHAD40OUAQBgubiojT8U4Y+WKKaI1nFkUpsTS2qFlPRbSsuL2Tr5t23j2oyY7V5n/IWkFrG+i2nTsDZ5Na+lNrnmsyl2eFJsqJKA8bg0rnUql+FTpzZ+Sd+Yt+K4loyo1mVTpEMbmTJTa07LD8bUy7EpVWCLLDAsc9NHvcPCp0092qmiWNhUPKX1KNJZn+R8Y+l56nGv8Ethc+Sve4ppqdes0mMInH7cnDZ5uKO8vIhJT0MdKzuK380p9pRdhvOD6mX0adAo0Y5lxDwAALhxoYMLALBssA7EU2YnJqIlnzuvXdVny53FDu3om/rCNejgRrSIsnMT0WKbWhXz2RRx7UcpZDyYmXSnmM+moJ2YuUm7Ex5JakfP6XvR5t6UOm33H2VdQ+bNo1qHuX3WITz6puhi/fCiln++Vxt5zfjKVRcW1qnbaG7fZzLDo5vUhr06t3yS8m3ysHfn3NHBfW1E6z5ySjs/Y3dMr+ZSWsxcdmfGyAsuTPoxV7/V49m55ZPdwZ3URh4Z0U5Nz2hz74lZV85IF0y6tcwVMV8nd4jLLySggwsAADIMUQYAWC5mczT2RTEEc2Mf9T2yjlbyz81R6nyoS59NNEEThVr9LdASte8/T6xbQ1pxnFinRihR4e11NP7mHL9IShef7xTzmdIkFSsN1V2keMyeHqOBs8bn1j191H2PvhdqXttJ3Q/pH4lemmBxYf+/U2J7NK2iVSubjY+3Rim2c5h6PmF8rdbs6XEaeF18oRj1T8wQ62Ky9JujmYl+Nkd4aZSyYrn5VzI0LMJPFKXuI3li/VI9zbUrkzR+rxEfms9R5qA9NDe6c4Tyl4y80d67SpPpuJG+3Cd66OjjHbQuYsRvfnaW5lui1P5R/SvRsUmaFh9DpR8VKfPVUWuoe+S+fspMXzXCwOOYS1HkZvEjtVLPcz3U8dEINfN5787S7LUWisbWGT/TGE2+IT4CAACEhA4uAMBy8cYUjYqP9HoftZnPHbJpxa8cEj8QZd/2eDgytF7q2Sk6nx9J0u5H9JmGR3ZTcq3RSYo+2E09+qeAFike069be6GpJ9qsfTQ1raDNz4gfKEtFvpuPsk6XMYMZo8QdxnOj6bOlsudcqyGHJTJ4iFL3s86d/q2ZIvfvpt3b9C/MFOWnjXhPnx2zO4x7j9LI4zES/VKi21spyTqq+jWH7xdozFqwl44e6aHYarHgzSupdQfrTFpvHZ6lKf48r3j2dcWqVdSyrosOWR3KaesCRaj0K01R7iVjDlEHpZ5LUedHzW41iyPr8HZLFwlmv8ufFRbPOt+2ilbxZ7i/bHat2b4vmRECAAAIBx1cAADwsIpWmB0q7hbxPyd/Xsk6SeLjsrWyg3q/1Utx6y51kQrHBqgr1kLR+BAV3hWza6B9bVR8MkUoukF8lMxfszt57a3rRYdY4Rq/py7c20brbxWfy5Qo+5vrqC05QGNni0RrYxTf0kk9+/opuVEsUq1r89KFgHZaz/8urYfSiS5a98kuGjhWYKkcpdiWOHU+2k/9D7WKJQAAAKqHDi4AwHK0cZgm9eGfiinA32WdvTIjPl1n1cTjPfF/CK0HJ9X7YFP/JmOZ6APDdKY4Q/l0iro32Z3Q0isD1PlUTn0nt4qwFC+7075ExXPiI6MP23XJnzsf7E7yq+fpvNeCr49T6ptGVziy9xRdfTNPZ17O0Mhggtr0ud6CpJ8tT+f5W6eVpmj8KfHW7kgvnbp6kfIvn6HMV1KUCNq/9XrbNAAAAIMOLgDAcrE6StbTrq8P08DTOSqadxavzVPp9SwNHJsSM5jmZrL7DCM0fkLc53snR6NP2cNPF13YeLi9eIpyAf4eUXSt/Wzw1OEBGnqlSPNm5+jdEk2dHKCx74rvpuYIxXb009HCRcezxaULJfWfQAoYlnX3dItPRlgOnTVXmqfiyRSNnBBfKU7xVuM2shz+0tMD1Hd8imZF53X+nSlKPzthdBTl9CwN0cATaZp6x1yQD0kepYnL7Kc3J1n3Unh3XqTFLE1/bZiGreeDbaHSj4Whzbr7PUEDe4Yo97YIA8vT4itDxrKlIk1a+2JhEIvMfn+Mhg/65LklSxkWDgAAAE8aAAAsE1e1U496/WkdMclvkZ07o/WqlmFT60bpLcg+fyZIfiet99tq/d9yWy5kPJi5l3sVy1XY15VTWo/fn+Vhk/VmX/PtwlfE24Xfu6qdkf9s0N4z1p+uqSosP2R5USEsfIo8esp+i3Gldax8m9PO7PVLTxG2V/sVv7EpEpHefizFI0z6MRef61AuY07GsnmtX/Ebud7Y3Zm2/wAS/xNIR7fIy4pJlBG8RRkAAGS4gwsAsGyspI4nxqinbEioh+Z26npKMcx3U4pGn0qIL9dDyHgwzfd2UL91hzCg2zuo97ke+w3Ffq7N0tjnt9L6O1YYL1K6ZRVt3i/eTBxJ0vhjcesZ2KrCcmucUi8NU4fPepH7UpQ92GG/8ZivczIlPRfspZni+7OUuq/Cgp9IUKoszSOUPHKIdotvDmHSj4k+MkKZne7ni91aKaEok5GHRunQY+JLmSjFd3SIzwAAABWIji4AACwXP7yonTrSo3Vuilp3rqKbOrWegxntvHX7z3RVyx/s1mJr+XIRbd2OYS3P/8ZooL+DW687uEKoeDDFU1pqxzrjbmNknZY8MmndVfUzx9YbebRTpAGfolpsW482nBV/f5d785TWuzOuxe+x74TWIyza1fNaZrBb2g/Lk/u6tVQ6r82YfxPW7cqkNu5Yxwj/yKvugF3VJtMprfs+ES4zDkfydjyv5LXhnTGNdUM1Wtuh9abPs3D751+g9LPMaRcnRrSebWIfbIrcE9e6B1k6/lAs4iiTUa1j77j+m1y+nHdwORa353u0DhGG6P292qmi8Qvu4AIAgKyJ/8MOCgAAAAAAAADLGoYoAwAAAAAAQENABxcAAAAAAAAaAjq4AAAAAAAA0BDQwQUAAAAAAICGgA4uAAAAAAAANAR0cAEAAAAAAKAhoIMLAAAAAAAADQEdXAAAAAAAAGgI6OACAAAAAABAQ0AHFwAAAAAAABoCOrgAAAAAAADQENDBBQAAAAAAgIaADi4AAAAAAAA0BHRwAQAAAAAAoCGggwsAAAAAAAANAR1cAAAAAAAAaAjo4AIAAAAAAEBDQAcXAAAAAAAAGgI6uAAAAAAAANAQ0MEFAAAAAACAhoAOLgAAAAAAADQEdHABAAAAAACgIVTVwS0cGKIC/3A5TUPHS/q8ujo7RInF2E+tsXA3bU+TOuQlSm9voqGz4mvVCjQk9lE40FSHdGLbP6DndhXssHnj6SDK06KS9svKcaKpQhh881Ih6PLycotWzmuV5tcr75ae0vFEDepy9bzrfpA6qNIAebtYxycHnm5B2nWv9A26/lInxS9s21m1haSdV37US7X10k+NtxngeFQ6PkTpy+LLMlSfc6Zgrue+TYsZhtocIxdyPhqkji92O1B/dh7baVe/emvvQy5b1+v8CHdw62lTP2kvJCkivjpFKPmCRv2bxNcaiO3TKLNDvTfwsTpJGa2fYuKrkm9eKgRdPux2ARRQ95eKhbbrtT8uXHeL1sY1YNpBXV3PdnMptNk4bjS+65XHS6Fs+XRwS5Q+IF0N5He5fK6c8B56U1OTMZnL6VcA0zSkz0/oVwx4r96xjBu/2iu2o/f++ffYAGWTLYqrwMYVW2N546qLMhyce7tM4QAL01l+9658eXk75VcejKs8aX0ZI16q7TvvIBREOvDJCKt1J5wp35+8Dz5f7IfT7ziKbR3IiZl8G/ZVGe/w83DIV6jYd5GujrRTXAmWwyuvp05Hvp92GjjRRS0i7OV5w+PYQl0nBqidzbPjLZYxw6mXvbQ1ny9nbcvjirVVzthk5YceJjF/+xgVxVx9vsh7zzIh5aUqbeV5+v4ceW8rW9dczrecS+G2yoGrfPBwWuVCKitl6alKc4m1DXN5Y54cFx6HobPq7ZSnTdBw2irnXXl51ffF0lCOj56XfPt8f0HKj6oOs3l2G8YmszwwdjgTNHZBzFTmlcxIj4JiX3p4WR3m84x4yNuy4yiHwQhficXHrvuOPJTaB2Pf5vbUdctID/8y4htOMz3l7bJ53/ZoO5zpa6RXpWOEnO962rFtyGG08t3inebytoLsb4jFw1iXbdPj+Gi3k4p0cSla27bD7HVcMMMsK/9dzmNpnSDpHLSeyPESyxnk+ErtK9tueVto5Iny+KZMtwrzRHm20s6rTNSrvIcqx3x957HRmW8iDsqwCmVl2b1Nr/Ipp7u5b5ujrJ8WM3VyWpenkU4KkxUH1f7Kws7Tiv0m0tiIp70/Zz6a22fHILaO/purfPE4WOso9iWz2k2RPvL2rbRRprV7OTmebD5Pa75NxzJO8r6V4dfDZLehfAlH/qjywNonDwOrA2I9r3O3YOeMjDsNvMLsTgcRd/57SzJLAzEeLjskRlp6hc0Oj6Psm1iY5HBadZzNTxwvGOmmr8+3z8PlrOOO7Vt1w90O8Hnydsx5YfJaXt4Oo7lvVR3Qz68q1t8g+2ZrSHmsJIXFjqONp5Ncd5x57beesV/vvK+/mt3BjezIkKZp+pSnYStBs8kixfn8SwnK3NlEuS18mRkaP2cvY+EZdTpubafvQg+lV/eTVkhRZ3qm7Cpw6XgPZR5k8/XljTtwynCotqvvO0tdh4lG9fk8TO1GxrEM76FRsfwMRQ+XZx7RAGX0ZTKUJK/tm3hBaGcl2PjdDKvFc3/mPtj8Qht1HeNz2bb2dFGbua0tfCkXFt+ekwma0bfnvqIdo/jgAOXMhuFsjiYfjFOEhaFFWie/oYt6pELtT5WOMerX8pTaNs62ydJotSpv+BV3tvy2FOXZPB7OwoEeosPGMtqlKA2bFWJ/RszPsyg0WenFwzlmxkXCrx4Z+5qhxMkxPT0LB9ppkpcjPv9wlCZPGMs6eZQJkyptXWnnedXKL1/4XQ6Pcs7zrF+so9cjvRxwdvnIUzs17RHhtsqKKj2LZWnuoN/NFsuzTQx7loHyvAtSjr3CKfPKO6v+8PTxLeMKlcqPZxshtWF6eRBtCotr+zletvn8UYqeyxoLe+aVjB1ArX3lqS0ptUcXjPn9m1xtxqVxmoyx9NwUp9T+nNUeFU5PUuJeR6vo2T5Urltmeijy1sEdzpxIHzbtKdrthrldll8fMuYohTpGBK1rZdRp7nXcsvBylmzT04EvE7dSs7KyMivm21Ttu6RSXBW/Fw60SMdEuWwFTOeK7axHuWS/BGtfZR7HN0V5Kk9LVzgqjcCR1am8By/H5cfG4HWTzVO2VeXb9Gamu2s5z7LunecWHiaWAea6M+lJardOZqX9eZ4r2Wk882CGddJFGvN9HRYn+p5trgefNl1pf7vIMzbx8riH75d1uKR4GXWw+uNxaFIbys/R1MdXE8unSueGXnjeex5PVWngp7xe83Z2Jt1JKR62fXJNrcf5KK+Lw1a9Mcpi+XnPgs5HQ+d1uDpQ3gbJaljOfOutIXJvguhkzqiD7N/cyTaK+6aNk3fe118NhyjzKzFGb759f5aKoiHpTHcbB57VUWpjjW+3nnERij/Yxj84lF7NUJY1MubVBHk7KnrCJ1ucHRBFOLy320njh80TDx6mTpossibttLiTpi/Pr+hMKsKRoj5R0SuG+3KOFUgz7uW892fvg/iJLf/fvS1zvmx1nBLURS0eBS62kx00Thu/mSfIPAypPfZJGF+GLtj3OP2p07GcuozYCpRj87vYyYGeFnd2UfZc0ahYg33iYBylKGuAzHSJbSmLvYFXXEd68m1L6cnTaJvx0alCXBRp6047TxXyxY91tVFOE6l8RNeyBsQMg1UmfNLTh3UVm99RDlwGjHSoVI7V4XQpyzsjnwdi0hXKsGlZofz41WGrDdPLg9FuOfPcKCcmdV7J2AHUauj5AV5qj3aK+e56vjpJfYM8LWLUzQ5CxgkBy99zCYo7TlK92ocgdcunPjm4wimueOvblcuMtF0/YY4RgetaGa8092+TeLkgK/+Dpo+hrMyWkdojRV2oFNfy311tHAt1d5rKy7FfOldqZz3LZdD2VaaIv0d5KktLdzjCqFN5D1OOncLVzbDnSeXkMmLzLOueeS6+M+51Izv6KKU4TnmH3U7jSLRNSktWjjbos33bXJXQ6TSYtzsWvDyeKBIreXoHrN11B7G643EVpPzn8fc9L3XnU5j9+h5P1WngTVGvfdT+fJTXxVEr3Xg/oVN5HF7A+WjovA5XB/zVrpz511uB1/cNGcrxMPIytiHOlvdLm6WjRh1cfoVvmKKXzKsA/g2PH/0OlriawCffKxniblP8NE9kfjXLOxyhtsvoVxus5StdEQ2/fbew+/PHr0Sx7WzJ6YXPeQGA4Y3ZOX4XiBVSCnYSunBBy4hx9cxKC+Wdj0pYw3VnkfrENvKDYnZNVEhbX1Wuy69mXugTaZIP2YiFS09+4B5eK8rypXHW5Iaz8HLskXf8Drc2SrSH1XX9QLuQfFBbaB3WLSivguEHbP2E4GyOpUeY+lGLuqWg3zWStrvIV2mrV7vjllJZmYVAVOVpKaVlXcp7uLpZk7bqOlnMsNdiX/qIosNEPew4ow/VXIQ23kttzxNl/sfTsjSopYY/Hy233OpvbEsbZV4tsQ5xkRJWJ7xO5xM15N/BPSd67UzhGOuhGx8VilQ80UZRvWDyW9gVho544FfuskljSGIYvPLl9SuK6nB4bzerZ5qhQGNJ0q8e8asiA+awmAAqhltcHVMNpeVC7Y9fHT5h5ws/yfUchiKGvZbfTeVXPycpx5/P22IUVv0KuRQGnt+0Niq+meyhJKXjw9J+1enoFKSM8LsGAz7DYgNi5WByG9uW/oVfaeL/G9u2hsLoV+LFZ4cgcWGktHWnXUWe+aJWKk5Sp5kXfvldJnx6Fi9kqS1qxFe/0qh/Ipq0hqjwNFHX77D1RkmZdyZ+EJ6hcV6WxBx3Wg6IK8H8LvCwY11/YdsePa7mvqTyHCyv5HLIw5nSh/w4uNsMfTlRf8QJAX9Grnw9r/ahRnXLTd+fd9tm82o7wvGqa5XzXZXmldskvVxYZZ+VyNNSyAMdHxVlNqBK7Ur578adFjuPjfbLiF+NeJbLoO1rBb7lSUrLCsdUrtq2wFfg8h5GuLoZuK0KfP5m8Czrfm2RYIyms8Ok1/EN0bIT3rDtrMyrzeVUx6fQ+5Ie/dDDP8jvVAn8Zsol4y5i9cdjbzU5vnq2/VzA9tfv3ERKAy5ImIOp9nzUu447yjFflw97Ft8Ni3g+6lKv+luNoPWW3x1uOzlGYxeiYsRYnc4nasyng8sOJnvarFvQubV+d3OMYXPGsJ0eKm6o8ko4q1z6GHB9O3wSzxjwxOVDM7yGibCpXb/y4xEOr+2yGLVd6BHz+DMmxhUxPmacj/lvMZevdMXYc/smlpaH+XMr6t/D7S9G/XysvTk0gJ3kll1BZJXdetEAay+s4SIS/S4QaxCsE2QWBzkM7ZQve9ZCH0oi4tDDDnn2ftXpqJ9w6dvkQ8u8yojRuPH5Q/qzUPy5MXMYTpVXC/UhFWZcWKOp3wV05cGeIrV5DFFWx0VQpa0r7TzDXClfPMo5HzZipYkqvz15paec5saSJkceX2gz6rwrPaPW1U7ndkLXGxVl3rFssF7+wZ8x7KaYMh+69Wem9Xl7iBJh7txXrMNOkR2j9r6k8hwsr9hcfdQJm+7MUOKS6vlBV3l1LGek+wBJJ2AWr/YhbN3yLiNObH/6M3lifx7Le7cdIanqWqB8V6V5gOOWa385K+QsPSscH8vKrJgfWKV2RfF7bJ+cx4r2a8G8yqVrvmf7Wom6PJWnpWt/7voaui2obXmvTD42hqybnm2Va5uBz98Ev7Lu2RYJrN0elcKkPz+purPtGfbKvNpcz+NT2H2xMpITy9rht4ex6vHeyUpe1cdjD57HV6fKx1fvc8OK7a/vuUl5GgQNs0w/5+RhUAyDruZ81K+Od24o6nebnevKdXwRz0fdApXLKupvNYLWW71tGaDJteaFgnBp45f39dSk8XvLNyj+1rLizlqfANx4GikdUSagvvjQqDGKvqDq1EJ91DDNzw5Rotgd4EUrAFBP/AbHWDRTm+GdvIN3LEqZmgw3XypYx3R7kbqX4NDRukIbDUINXzIFAAAAAAAAcP3c0HdwAQAAAAAAoHHgDi4AAAAAAAA0BHRwAQAAAAAAoCGggwsAAAAAAAANAR1cAAAAAAAAaAjo4AIAAAAAAEBDQAcXAAAAAAAAGgI6uAAAAAAAANAQ0MEFAAAAAACAhoAOLgAAAAAAADQEdHABAAAAAACgIaCDCwAAAAAAAA0BHVwAAAAAAABoCOjgAgAAAAAAQENABxcAAAAAAAAaAjq4AAAAAAAA0BDQwQUAAAAAAICGgA4uAAAAAAAANAR0cAEAAAAAAKAhoIMLAAAAAAAADQEdXAAAAAAAAGgI6OACAAAAAABAQ0AHFwAAAAAAABoCOrgAAHCdFCn7ufXU0tREa7aP0tS7YjYsf5fTlGD52qRPQ1QQs5HnAABQb+jgAgDA9XGWdYK+Nk0l9rF4YjdNfN+YDQ0MeQ4AAHWGDi4AAFwfm5KUeWQdRdjH6LYR6thozF5U87M0/UqaRp/YRe3P2PcZoU6WQp4DAEBDa9IY8RkAAOCGUjqeoJZk1vgymCdtX8z4DAvDhyjf2UVGyqYor/UTUhYAABYD7uACAAAAAABAQ0AHFwCgUZwdEi/1sV/sU3xpiLo2tOjz1sR20eh3Z41l3Uo5Gn1sK61vMdZv2bCZdh3I0nTZ4rM0fXKIdsWNFwWZy25++BAV3MvOFmni2d2UiK0RYTLCMPQKfwKTcbyIKEHpy8ZsVTws8m/b0/qznLqwcRf7tu7ecvvbxfpSWHzMv5GloYfbaQ1fp2U9dT1TYKlToCF9G+7tyPObaOismK3zWocl4fezNPbELtospfeaWIJ2P8v3Va70yijt3i7CxKe722nz9t2UvSAWqKRUoPQBtj+Rbk1NLbQ+zvLs5LRyf9zsn7J9/poIH9vfrmenaF78VsYrz03KMsPjm6PSNbEMAACAHz5EGQAAGkAhxR85EVNKG38hqUWs7+bUoR19UywvzLH1YmXLiWlTj3bqklhQu6iNPxRRL0ed2ri1HNvm1LDWEVEtx6bBvLHQpXGt05ovre+Kh1jaIP+2bVybEbNDx92xb/fkjIuKV5rFnkppvdZ3eTt5LSUtlyqI2Tr5N3mdGW18m72Oe4o8lLHjr81p+cGYcjk+OfendvXlfu9ywKbIA8Pa5A/FwsLFtCqdI1qSpYOdvlIeeuU5Mzd9VEt6lRk+8bJYFAsDAAB4wB1cAICGNEK9n5fucFomaPTFKfGZuZyl7gcHjLukm/rp1IzGL3zS1VzKeGby7Ch1fyWn35Gbf2WMer8ptrixn85cMZadu3KeTh1so2bjF6J3Jqjv/j6aKN/5IgkQ99VJyrCwz6RZd8vEn8Fl8zQtQ8nVYp7KfI5SZpq5FL44QIfE51po3pCi8cJFujpnpLU2d5HGH+KvaCIqfZP99rr+kejCOKX2myHqpKNvzhnL//Ai5Z/vpZU3i5+8XE5T96+47pa7lF7so46njLKguzBGu5OqdC5RmqWDdG+8svkCHdqxi9J+ZYaVxa2PjVFRfAUAAFBBBxcAoCGVKPpYnq7yTs7VPKU2idnM1FTR6pRMnUhZnYruJ1gHxug70cr7ktS9xfhcejpHvFs4WzL+vIvujlW0SvRom29fRx17+6lTdAqLL47SqLlgJE792fN09T2jgzZ36QylVltd4ToJFvdqzZ7O0pC1kRj1T8yIzucMnXqylq9SilDnvn5KborSSp5k87M0y3qX0Q3txs8sV/LnRHfvnRLrvptY3ugrMLdGKbZzmHo+YXz1MnVi2O6QRpJ0dOqqEaf3rtLkc0n9rcdc6eks5cRY5SmWz9Y++TrnxDpXJumo6IQHNXt6nAbMzrpI0zm+LW2OZiakF1S9NEpZazkAAIBy6OACADSkXkrtjdFK/nFljJKPSXcq5817cCWaLth3c8c6V1nPPTY1raFdp8UPNE3Fy6wPs66dWsUcOt1HbXevp62PsU7OG/LTmSWaesXuanUMHqXUg+usO4jNq1mHd6e1lToJEvfqTb8+Kj6xNBk8RKn7RWeuOUId+1Ns77Uz//aE/Wz0CtZxXbWG2p+w741m3xY97Y+2Uo/xiRmjxB1suYeHKH225P08rMVZDjoPH6LujXrqEd28klof2U27rf7qKE29wf9XrHOPWOf2Vupm6RA3vgWiSlOji95MkfvZ/rfpXxjWqZ9e6CUKAABoZOjgAgA0pFW0QrpRuqLSENUgNvbQ2JFOioqvVJqmia/upq3rVtGah7PW0FG5D9m+wVp6EdUh7h7a17ri17yC7b025r87RPHoVtr91QmaLkVo3X1xiu/speFHO8QSkpUd1PutXopbHdEiFY4NUFeshaLxISq8K2YH0BZ1332NUvRe8dFD2TosHUR3N7SyNKUIRTeIjwAAABWggwsAALrurBhiWjaZz6Q2U+vjGbrIn7k90kMd99idmuKxBO0+Vv50ZH66tk9Mzl6ZEZ/q4D3xfwjFy67wvDMT/hnR2atUHqtZyj1vPufbQSPTM3Q+d4bOPD9M3ferLxpEHximM8UZyqdT1L3JXqb0ygB1ys/OVlCccb8vuUjFV8VHPlhZccGgbJ1q0kEoS1MqUfGc+Mg01/GCBQAALH/o4AIA3LD4nTG7kzp2cIDSr89aHaH52SLlnj1EE+4/5cKfuX18hE6dm6Yz++zhxhOX+dBR5zYnvribhl4p0rz4Ey/zb+do6Jg9tFWpmXWkxUf+wqjxE2JI6js5Gn3KHspacy+esp4v9ROJ2INvpw4P0xhLM918kbKD7LvxzaWZmjeKj8zIN7LGn725xjqyz6aoPFZFmjopPjLz74p9lCZo2C8NmiMU29FPRwsX6eLz9tDs0oWS55/54Xm27pN2ivNykL0gSgELX+HLKRqxRgV3Uewe/v9KinxEn6EbOzjM8l+sw/Jp6NE+/bntoNbd0y0+8TQdoENnzdDOU/Ek2/8J8ZXiFG913S0GAACQoIMLAHADiz3QZ7/A5+wodbWuohXiOdwVq9bQ5s/nrY5R6eQQDR0vUNEc7jp/lUpv23fb4hGj4xHbkSJrEC3rkA3E19CKW8Q2o5tpwOwIefloq/T8ZolGt4u/yXrHZsrM1/b53ZW3S3dDXx+izat4OP3/Dm70vqQUvzTtYmmmh2/FGkqcKPJ7nArrqFW8tIsrfTVBLTxNbllFm7PzUofetJKiVsZMUN8nxT5attLY24o9fHeUdj07QdPv2B1Tx53Qj0R8hwy3Pthjx4mVg8TdK4z9sfC175lguWCIHe6iuD78u5na7++343p2iLbeKdZh+TTAwhimG7pyS5J6zRVYmemLmc+Dr6A1naPW250jj/ZSYq34AgAAoIAOLgDAjWxjD40e7gjWGZmfpIFkO625jXc82MQ6dF3mnw3alKLUDtFZXNtNIy9028/qhtXcTl1PKd5GzPYx+lRCfKmN5ns7qD9MT4xb20UDg6q3JUcoeeQQ7RbfnFiHcLv400sOMUp9NUXlsYpSfIf99mILT4NB8y3KEtahHfv8Vlp/h90x3Wz+2aBIksYfi7MQ+OB59q0eRfhs0Z0ZGv8duyvefF83HVK+LZnF6UiKFKH0dmucUi8NW2/xVoncl6LswY6qn+0FAIAbAzq4AAA3tGZq/Z1TNP3aOKV2xmmd2cGIrNNfaHQ0N2r9TdjmaJx6tsUpZt1B4y8+6qbe58/QzKv9FLtVzGai247S+eIpGnm0015e32aKMtsq3YVlYXpygvIHu8W6bD87hin/IttHrd7gZGpmHavCKdY5X2d0JlkYk0cGrD95pNZMsX05Op+1n3WN3NNBvdk8jW/z7tY3f6KfJl4dltZJ0vCrE9S/SR2pyLYxyqV7xbPOdhq0S+lsub2Veln+xaXnoqObOqnnYIbOT49TUhpO7CX6wAjlZ84484x1tGPbemhk4iJNPi+9YEwXpeQ3pikvPY8dvb+Hjr7G4hRboX8Po3ljL52aPk+ZwW4pHkYZS6XzNPWys4wBAACoNGn8DSIAAABQAwUaamqnAf1zJ41fMl/QBQAAAIsBd3ABAAAAAACgIaCDCwAAAAAAAA0BHVwAAAAAAABoCOjgAgAAAAAAQEPAS6YAAAAAAACgIeAOLgAAAAAAADQEdHABAAAAAACgIaCDCwAAAAAAAA0BHVwAAAAAAABoCOjgAgAAAAAAQENABxcAAAAAAAAaAjq4AAAAAAAA0BDQwQUAAAAAAICGgA4uAAAAAAAANAR0cAEAAAAAAKAhoIMLAAAAAAAADQEdXAAAAAAAAGgI6OACAAAAAABAQ0AHFwAAAAAAABoCOrgAAAAAAADQENDBBQAAAAAAgIaADi4AAAAAAAA0BHRwIbDS8QQNnWUfLqcp0TREBWN29c4OUeJ4SXy5TlgYmran6TqHorbqma4133aBhoKmPyt3Q/q+S5Te3mSUxUVglXsF/ltTU1NVaVI4UGG9EGltb4unTQ3qZs22UwsLDUuIMubHKn9VCJKX9ay3NbW49a9MrY4/y0Tp+BClL4svYYUtd3LaXu/yyPZf22Nzrdo0n/akDmnmd/wJL0gasPgduFFqFzQydHAhvNVJymj9FBNfl7VN/aS9kKSI+ArLQYSSL2jUv0l8vW4KNHYyQTOaRpkd4UtQbF9166nUclsA/q5z/Wuk489Ss5TSFsdmAFgIDZa/S+Na5+C4Nr6NNNo2rrETbm0m3anx7OVTqsAXmmG/p7R8IWXN70zzJTUtP8jm65+4vJYS29C/DRrLEnVqqUE26dtiywwaa8j7ITHPER4+X9qeI1xsv3YYxLJsMudx5fGw8d/cy1rhE+tY+2bx7kyP2/OlsKbENpRxcazXqY1fksJqLuOijiNLf5YmVmj1NDLWDx53Iw/H9fk8LFI8Rdh4eM115HQ38PXN5Y0898r7PMvr8bS9LX3/IbetnsfwuJvbYfuXy5tJmSZSXtnhVqQBU552Enn/clgV+aMsEzo5bmwff2yHjePrWfv1iO8MS18jvAvPR2NbrjC54q2Mi5SmnBFu9XbK05QvZ5ZHsU0rrnZeyMq3wUhxtcu/XId5mknlR6LannOeunxwfDl1++GMf3n5Y78r67KRHmVtrCIvy8q3Mr/lNBDz2HILaY+s7ehhtttoHm9rOWv/rvyV0s+uf3JaufPIIz2s38z1vPLdCIczP8UyIq6Odkpf3l5fLl/WZ0ZfR4+HIn1lynAHCZ96non/Zm/P+G7FS6zj3JbZTrA0W1C5k7cv0kC1jFmO2G+d6Xx5/lr1wGCH368scHLaSXWa7UdOIyt/pP34pSen+t05z1ne3NuQl7XqkTJcijQ0laWlc56Z58pjq648/crC5ZVWbL7VLpjht3ikO+PYvlUHpDLgCJNUD3z2FyZ++lw5n1i7YuyDLetxvuSMj7QMgAvu4DaK/Rmiw5pxxfPsEPXQKL94waYZih42h6QMUPvpuJifp7Zkj//QJ7ad9nPj+h0qTRul6Lms+MEW2ZER29MoT8P29szw8PkbumhMDG3uSbYRa6b0+XEWHhO/A2VsZ4YSJ8eM8HrGwxC5N0F0MieGCpUod7KN4pv4EJwcxcU+tD1F6hFDhrLJopg/Q+PnpLAKXnGx1ruUoMydTZTb4r0Nvzh6CRf3Acro8zOUXB2jfrEfPWzH2BL8qnchRewgUXb1u3S8hzIPsvn6OpWu0mep64IoK5fGafJwmkoht1040GOVAe1SlIb1YU8sf/Z0UVtBzN/CY1ROmSZKijTgeSDurPL5ZXea9LsUYh22+LDPkDJeJtgBmNhBmrR9corxu1h5Yp1VfT/9bWJ2mSDxrVU+8jCxcrktpZc/d7w962oZxXYqlke+zXZq2kM0ypcptFEXj4dMlS98SKTVJmnUd8FokwoH2mmSx53PPxylyRPGJhxUYSrbB09bM594nRHrMur2g++7RUrfAO2kg6KNXV2el2Xluyy/A7RjQdojlkYtUnrwttjcjt1G51mAmqy0tNprnZ2/qjyt3Kaojzleaczzncy6wtOhUl2W2qmZBzPU0iTSzGyzxFIqZfsS83U+5bJi+Ko+bknb5uGPOdfzF6TchWtnuGxy2GrDZ9KT1O4zdLVSWQhUp1UqlYFA7UCt2kbv9qQsLT3KkPLYyuaqjpfex59yVrvgWs4z3f3aBsGvLfTaX5j46Xkb6nzJu10EcEMHt1EM9lmNbeH0AGt8WvRnA5uaWqjrxCQV9UaJNe5WYxSj+GBWzFfj20ntMQ96EYo/2Kl/cirQkL6fJmrfL21PCk9sS0r/v/QqO6FKd1sHPnO+jh8MXOH1jofAOip9GzKU4/Mu5yizIU4x/v8JdrAXYWqKsW1cKOqLd1r75nFR9UjUcbHWWx2lNnZg69YPjupt+MbRS6i4p6hPGopqPgPadGcXZc8VxUmTmn5ixbYZ7HmeThrfKWKxOk6JDcZHL+XbLlCOpWEXOwF3hI/nD5lpyGyKsxgpKNLES1ka8PBSF7X4nIzxZ1b1daTyURcB41u/fJR51NUAgpTH6Fp2Ima2F6p4KvKF15fsftYxdoSLlx2pnPP1thkfZcowsVOkSnlvUbUfermV61iMutMUIq0CtrGVyneQdixAe+Rsw1mIdo4TmeXdaqOjFGUn/macnW2WlBaKPK1cFlXp4Z3GfN8DsYTdwahYl+12KhJtk9KGrVehzSrbl0RdLoOFr+rjltxO8GUG/ds9p2DlLkw7w3WmR63jOM/rTp91/MtCsDqtVKEMLLgd0FXfNnrxKkPqY6vH8VJfKBj7/Ebmne6+bYPOvy1U748LHr/vhT1f8mkXAdzQwW1Q+hU/8yqX+0pjzfCracMUvWTsh19prA47uNxZpD4R3vygmM1UikdsSxtlXi2xg0mREmajKu6qWeuVXWFUqVVcwqo+7voV2At94vd82clnGXHnMn6aHxzC3B0IQLlt42q5FQfFHQI17zQpo0wD4xlBbUtOPwi6T7j4Sd7wWnFV+tI4OxxfZ4uSjwsv3wtvU9T5ot/xsLarukvnrTxM/nnvpmw/6i5g+a6qHVtktW5T+F0wbZRoD9ue/iKfcPkZStm+nJTlMmD4qjpu1VvYdiasuh1fKpeBhbUD9Tv2h2vbqj1eLhfl8fsF8Usoy6FdhCUBHdwGxO+kDCiHZw1QzmzoL6dpeH9KH5Inzy8dH7YGiejbOW0epvhQKvcQ5SIVT7RRVD94q3534lfYs9bQLHaad1rs6XKRJrdFKap/4Vf69A8+8ZBsilPbyTEauxClOA8Hv6txQh5iF1S4uHjxjCN3Tly1ZwrHukjfwwLiXipOUudaY006m6s4uMfEh0fmrbsD6ryvlr1tfldooHz4r54/djoow+2RJiq+aSCGjE0WnWEoXshSW9Q4ddCvsuufGFX+hDBp5XuBxpJi7QDxrU0+VuJdvpXhdglUF4OS8kWvL0n3EHSj7NhtFb9qLz5LfMPkkfdl3O2HfvdLLrc8Tdi+9N8knmXFq42VBCnfVbdjTvodRymNeFjJLGs15F0WVelRKY1552SGxnmZFXMC56cH6zimh8H4aFDsi1GXS5N/+Ko7bsX1O45WfuvhNOurZAHlrpp2xnEs42Xnwbje6fJrM9Rlwb9Oe+ePxKMMLLwd8G4bA4XLg38ZcvM4XiqEC5N3ulduGwK2hYGo4xf6fKlG7SLcGNDBbUD8uQ3+PEVLE7+SKl+dThHpV1fZdGeGEpeM52T40JTJmDG/hx1mzSu7kR2jNH7OHGLTQ8UN7iubfMjKpBguovrdhR1s5HDlzD2t5kO2zPk5InFHwzseMtYIbxigybXGgZd/79efXxLrsCnYVf+QcfHiFUd+UrSnzRqik1sr7hwuIO6RHX3UZg7NOq3nroGfPPH5rnWs4WlsaidjeKJX3nsKvG1+Esif2TGHjpl/xoblD3+WzxyqJIfb5JEmKso0YAd+Y/gnm1gBt4dYGRxxvtAm7uB65A//5d6EsbzfcDdXmKPWXYDK8a1FPtr4UFWjHDvLvUf59gy3czvB6mIFqnxh9UV/ts+cr9/5YXlxWKrDe4rUphjOqAyTMu95G8GXUw1HdbcfbM4+udzy5yLdd+C8y4qee4o21pGXXuXbkd/VtmMurvaonfI1fdu2f1nk1OnhlcbWowNN/Nm/bopVqMuBbOq2j2N7iBIivcv2Zcw2KMtlsPBVd9xylXm57FgWVu4oZDvDdW4oUg9fnk1W2fFoMyq1S5512iN/LBXKQPB2IGTb6Bkun/ZETkuPMqTG0kd5vGS/yMefSmlVxi/dK7cNldvCoDzi5wpDxfMllvY1aRfhhtCk8Xv8cAPgw3DGKPqC+6AJdXV2iBLFbvwJFzCw8tDEXzyCYVUNCG2sE9JjcSzHdEbZAAWcL0EN4Q4uAEDd8BM5+2pz0+EozaBzCwAAAFA3uIMLAAAAAAAADQF3cAEAAAAAAKAhoIMLAAAAAAAADQEdXAAAAAAAAGgI6OACAAAAAABAQ0AHFwAAAAAAABoCOrgAAAAAAADQENDBBQAAAAAAgIaADi4AAAAAAAA0BHRwAQAAAAAAoCGggwsAAAAAAAANAR1cAAAAAAAAaAjo4AIAAAAAAEBDQAcXAAAAAAAAGgI6uAAAAAAAANAQ0MEFAAAAAACAhoAOLgAAAAAAADQEdHABAAAAAACgIaCDCwAAAAAAAA0BHVwAAAAAAABoCOjgAgAAAAAAQENABxcAAAAAAAAaAjq4ALAoSscT1NTUZEwHCmJulc4O2dtqGqIFbg2groondtH6FlZW707Q6OvzYi4smncLdKhjDWsrWmjzngkqitk3tiJlP7eeWlgbumb7KE29K2YDADQAdHABAADqpkDp7WM0XWIfL2Rp94tTxmxYNKUXh6nvJd6tLVHuy2NUuGzMv6GdTVPia9MsRfgFmN008X1jNgBAI0AHFwAAoG5ilHyhm9ZF2Me1nTTyQKsxGxZN5IE+Gr4/yj9R/He6Kb7amH9D25SkzCPrWIoQRbeNUMdGYzYAQCNo0hjxGQCgbvgQ5ZZk1vgymCdtX8z4XA0+RDk2IL6kKK/1s24EAAAAANzocAcXAAAAAAAAGgI6uABQY7NUeHY3bd3Qor8Eak1sV7AX65QKlD6wizaL9fgLYdbHd9HQyWm2xZDCbOtymhL6MnxKUPryPE0922W8FOg3s/ozaoZZmj45RLti/GU1fNk11L59N42+Yi+hU7wAa/ZPD1GXHhYWjuQhKrxjLErvFOjQw+20hi/bsp66nimEjGuwMDle8LU9LcXJ9Zv88q/FiEdZ2hPNv5GmPv2FQKzsdPRR+g1Rdt6dpvQTW418YfHc+kSapstejDNPxVfSdOixxP+/vfsPbeM8/Af+NmzgQAc2rCBDClVIYQnNl9lsYBn2RxXyhTp0UJsUIpMPpM4GqbPBYrfQj938kcgdZEoGadzBZrewIQUS7MKKPViJ+keHFOiwyzclHjRYhQQsaMGGFWJo4b7Pc/fc3XOnO+nOkh1Hfb/g8Ol0P57fd889pzOOOmni5n1gKdxcxYIoKwPPqXVVvMqX7HB1YPiGnWJVFF7xLd9cwdxrx524H39jAZXv1OqmgG0iiVjebHHrT7WIGZFOVrzV/v/vMM7davwKps3PFzD3hjhW2npJkdz+QEps+05tvuvpaJav7ypY0PJx4NUrKIYliRlGe90O9Bw5ijOXFrDqOUht+m59NqPK6QgW5L7rvJSuqbiINcp/UG2Fr9zLumLnXc+REVz5V2AuhNr81wzO/VKF6bnjmLghyq+nvmjxqPfSPf07ve4H1D1bnDQhItqT5CPKREStsWbkTyXkzx68UyJjZC8OuZ8vltT6lo1/ThopfX3flHgpZyz/V60slbPa91lD31vsfT3IG0PO90NG7uqYkbA/n8gb6+ZKIfEyp4QxeG3ZeGSuJ/jClr+ZcfdnT/0iDBslI9vvWy6m1NVltaNGoodpvaClvRMni+c7PV92Ix6+tJ+9ma3Nu8SYsbgeHNfE2UVjQ+3KIsLiW0efUm9r+ST9NzjsMl65t9zPQwU7xdaN/Alt+Z/nA7dPvH5bO45vG2df9cQob0LcMv9I5G3o+r66WcsbH/+UODXvKV+li9r3F/PGfEj7kK+oDZS6YewXZeKBWtGfvpdzxljC/jxk5OV6oe1F6+Miy/1GYNhTRm5F7aiBtUJAXRP5nnk7q9UXLR6h8RP07/S676t7ZjqZ4qUJEdFexA4uEbXM2nuDgRdFNZN+Ee250AqfEm9qnYawC7rt7MuzTcJIOBfHYjIvCB8Zy2+nnO8zf75ndaoe6Z2QQWP2C3NvvrD59qctT/X3BiwXU8J3gRooXpia7+DuUDzqpb02pfrtuPon/cJcWjau/+q6sbgqcu1bteir21ondNSY/0otF2l4+82wTqR3CuvgJhJh24sOmNPz9nXAGnZwY5a32GV+zZh90V0+9N6atfzbR8ZaedYYf7fRjYl1Y/5i1siX14wNuxJ5wtbr6ch5OoUivWo7btbkrZPzRsYuC/2TxqJKso2i23F016+XJ407uC2PSyJlpH4asFxMiYY3D4QvZo3BgG1rJy0eofET9O8idnDjpAkR0V7ER5SJqEVWsHBtSc2LS/NTs7i3Yd5Ew8bKLMQFa6CVWzmoV0+JjTKYXdkwtzG+3cDynzPmWz6l6u8XUGzwfFzz+6qi+mwWt7+ywv3o3UF0bRYx97/qob+fTmDiV4fQJec7kxg6NWIuBpawVA56tLOKgQv3IDooMCp5LQ2qKH95CPkvHpnHWXtPXGraqsuoNPo3Jk2FaTt2KB4eVfScWsT6t+IYGyWITqmjfEdcthetvNwoTsJ9D/GC7xi9GPvzGAZ/kkDnD8THbzax+V0PkqlD1teYw/J/1KxIw4Xfu8/Gpt5UxzYeYX0p2kvLqkgjX7HKytpf3fIFzGPlvpqNK2bexi/zooz/w1xk6n6qG51y5gedSPaPIne20VueExh6axKZ/iS65IZbIo23gOSRAetr0Q6U7oaUu2oSo0vrKnzrWHzTTeXq74tiS8vKrSwKKmtG35jAoIpE1wsZjB6z5vX1dVVxDLusGI/mMPhj9UWgZuIygKm71nE8eV8to3Ikj7VHMo5rmD2hlgtVsa+wp7FtKx/OiNxVZH6qYxhfLWP2lFvCdk4TaUJEtFeIhpOIqHmhIwKWtT+n1XdickYyGo1ulYysNqqXLavFgSMW29yXbxRxsuiMI1k8x6oz2XHyrD9u3NZ2V9Iee8Vb2jjLxqIx5mxTm3Y1Yoap+RHcHYqHJ+3T7qiksPZXLVwv5401tVyO0ua0ETInH5WNT/NG9nTKSNrb+ianXOjxqxlt3jAWzwZs4ytj6T+7oZLla1Itl5MbrpgjuLHydjtl3hs3OYmOrZEtlIx1X9EP86iyaFw/O2gcChlx18uRZ9RTLytSYJvhjVP4FLy+ZyTY5klTb15vOy6ex9C9eT/5iVosbPx9zN3GV/dqNcjPL2aNtL2vHRvBjZcmRER7EUdwiWgH9CHp+1+T+54yx6Hq6kv6RyiSSP5Czca0vX0N4PBz5nhWi3Rjn767H6q/kj7f1Y0eNbs37UY8ujzH2CdHYG1ifp+ahThCz3Nq1qd6awSHfj6CqffLqIj8Th1LY+jsJCZPNRiV/IUoG2rW0oXuCBHpesoNleT9tPuilfkuDL6xiPEX3HUrd+YwlRlAT/Iopu8EvorLsfXvaaSTx3HuT0tYrSZw6IU00qfHkTs7qNYIN3TIm8rYn4Q9tt4qA0cOWyPSETQTF/xon+c4et7rZbfr6e3XiJr87NxnjebvoKbShIhoj2AHl4h2QAXr9ht2lfWHjR9rq6z7nxuuoPKJmpUPAeqdngZauS/HT3NYlo8LBk3N/F/fZjQZpvVquzxuuIL82+otsYlxLG6sofTP25h/N4vhRk/dfrGOdTVrqaJyV80+TjHzNnKZf3YQuaKoo+U8sqdTbue+WsTUy1kUQ/u4myi+N6Xe0juI66vruFe8jdvv5TD6oq/zGqB031fW7t/T3vjbg66n1KxmdEE9olszzSPju4kWT3Nx2Q01+fn1usjReDa/8pbs+vZ+mhARRcEOLhG1xo8T2ijYHHJXl1BVF8qbH09j7I2gX8wlcOjnbu9j7vIUFu6rjb7bRPmPWVx3frQ2gtTzajZQK/el2Z/EkJrFZzlM/b6Iiv3vab7bQvWzBUy9HxS3HRQzTJ1PaaNIt/LI/9u6cN66X0Du8i6HfaeIjvryZ2oeW9iyy97noiwGxVGU17SalWmY+8sKNs1/77OJ1b+MY/yW+c3ui5W3zZT5TiT6M5h8r4S1yqx7zOoqqr6bU64KVj5Qs8LWN6oDVl1C7u0Za76O6rvXMfe52ubrFcxdnELR+gQc68Uhc3hStCNH3JFLGafCZ5vOv3ja2qyg+M4VLMX6fXeQ5uKyM7qQeFbNCnOXcyKeKubyX3FdyAX+7hidndrv0q8jf0tl+tdFzMSKy15MEyKi+NjBJaLW6BzA4JvuhWn598fRs8/6H4rd6SlUEu53ut6Xx+A8/HZnBsPP7bP+N+MPuzFwXnSS1VepqyNIN3j2sJX7cuwfxOhZO+xVLP3vURz4kRWvjh/uQ0/vMKbti9DdEjNMXYd63c4cljDx825z3X3PjWA10Wh48wmR6NFGIkXeq/+d2n1E60TpDqaReVHNizQs/LoP3T+U23Tj8K/FFsHFdefFzNv4ZX4FM7+ewdJ/3E7jZqWqjWAnkQh9MVMXks7AsVuOOnqOY+7LCAlWLeDMEbXN03048zen942h08ed/Eu9NOG+5EvEaaS3G/vkNmLa130AR39basH/Y20yLjuiEwMvTrpF7840jj+j8vPpAUx8GlIsf6LX7ypmXlH/C/npo5jfilO/92KaEBHFxw4uEbVIJ9K/vhL8tuT+LGYu2m/h9Dk4iut/H6v71trk6XnkfxfhQq2V+3LI3yzOYUx7q+/jFzNMB49jLOANrIlTecycb5dHD3sx/HZtzidOzeDKa+qDRxIjF7KBZSVxdg4zgdvshrh5G7fMb2HzL+dw/JDbaZQ3oKzHUhPIFMbq3PxJIn1Sf1u0Uq9+634zjvGA9kGWw9xJ7YufjmHm6uAO32NoMi47pPOFUVwJfFtyCtlrWQSGrHMAIwFl34zL28PqQxR7M02IiOJiB5eIWufZDPJ3S7h+dhCHzKukJAbPzmL5H5MYCPh9nS350nWU1m+L7YaQOqgWim1TJ8ZwfWkNy+8NiU/RtHJfjmcHcf2jNSxeG8NQv7t1sn8IY5fnce839boXOyRWmBIYereI/OtavryeR/HdDJLb+S3yntSJ3jeXULo8qvLdjmN4fnf2T6K4Ou/+DjVxCJnLt7FybQCdcX662Goxy1u8Mp9A7+ujSL9wyO3IHExh6GwO83dXkT8ZllqWxIk5FAvjGHxebp3AoZM5lD6sX78dTw8jV57HuPo9Z+L5QYxdK2H1r6IcmktsIi9/t4jVT+VvhNOqzAoif+QLj2aLM03+/tbSVFx2TBKZv66iJPLeCpfM91Fc/3QJk6mw15j5y74bl1S3uUJkezNNiIji6TDk2xqIiIhIWcGV3j5MmL/pTSD76Tomf2Z+QTGVL3Vg4IL6cLH0+F7G1g4eFjD8zIj6v8dZyH9OxNQkIqrFEVwiIiLN1kd55OwXViVGo7+QjIiIiB47dnCJiOh7qfrBBCbk/8zdVK9b+m4LlY+nMfw/V9TLmRLIXB2N/kIyIiIieuzYwSUiou+nrQquvDqAA932m4f34UB6Cktm7zaBwatLmGvwm1QiIiLaW9jBJSKi76WuQ8MYP53WXswkurXPpzH6+iwWv1jF4u96wcFbIiKiJwtfMkVERERERERtgSO4RERERERE1BbYwSUiIiIiIqK2wA4uERERERERtQV2cImIiIiIiKgtsINLREREREREbYEdXCIiIiIiImoL7OASERERERFRW2AHl4iIiIiIiNoCO7hERERERETUFtjBJSIiIiIiorbADi4RERERERG1BXZwiYiIiIiIqC2wg0tERERERERtgR1cIiIiIiIiagvs4BIREREREVFbYAeXiIiIiIiI2gI7uERERERERNQWtt3Brd4YxvQd9WHPK2P6lQKq6tMT5WEBwx3TIgaNVFF4Jcp6j0f5UgeGb4gckPG5FBBKPZ5iflqu2yTnmI/DnWl0BJa57efT7tc5GdaOlh+zfMmfz/pxvOmzo3ko8ihw35HrXLDqjWkUHoqZZvYTuu1O1HPRPgbVybq8bepjrWuxNCjTofXWpse72fqxE3m5h4TVr922I+GImXd6fd4r6RKVHt4m28YnhXOO2oYo5+nmzuURrmdFPrXiGqp13HOMfq6Imw5R14+yXjN5/OTbxjnf0241e+7bHRzB3ev2ZzBvTCKlPj6pUm8ZmD+ZUJ8C7EA8Gx5zJ/VPwriZwWM6eoskkLlpYLJffdwx4cd5LHnYqrLYzH6esHr/WOtaLA3KdKx6u1v1g554bXIeb5t40GPz5JwrKNyTce5r0MEVvfRL2p0iefdO9Prl3ZGezAKmUh3o8N8FMO/wieXm5N4hkdtYy1Sv37wbUDbvAvjXld/Z69p3DMqXhlG4YS2fvmPdPS04+xTfyRETcz17f/a2ZUx3DGDq1gh6zPWC4yR5j2EucmlhcuKsL3PCr4dN7O9Ta/9uuNywWmGzl7vH9IZDv9OirR9yB68SKU38xwhLE186y2VO/urxcOn7tfZtLXdGtUwVN9+deES4o6SXrUvTzl1M7504sR+13D2mjIfaLuDusxnmO/q+1RpmGS1Yae6kh70fvXwFHF+E1b2DqufbnIi9q6ZemMeoLdt165xn/1p61izzHU+kmxWHsPwXewm6y6mniwqfU8b0sAXWj2DWcWTcezByawoDMnwiPdw81OITs+xZaWpv69YBi1YWnTCKY2llIHg7qVGYtP3o64r8nRaT+Y3YvxtOFQc7voHbesuPI2Ke6Pkf1obUlkn/MhkevU2Nkk96HgSUBVXmGraTdpj1+Mr4+fOpzv70Mq3Hy97Orre17WZtvN19NYhfzfe1Zd0raH9haeuKVgfU/sw0KjjL5bpOenjKhn7coLDK47rfN65fGj0M6pi15U+GXWwbUBf1+FrrBpQVU9FdHlIf7HiFp6G+7zjtuMwrsa1dTlNTWMj0+MInheWvnnf28tplYefBmroReBw9vNrymvCqeAj1jhfp/KDR6+m0SH8zDbW6KMk0rsljJ/xCQPmwyLhp66m4miHRtgksn+J7N/9lON10Cbp+lWH0nKdl+fbtv2YdtcwOh348h76fS0W1UNLLgT/etpB19Hwyw6Glq1M29W296SPDrB/PzZ/wbST7XBGUDjp/mjRaXy9Dc/fVQqlRHkuB61jlxK3D3vXsuHvaC7uOqHW8Zcfef5QyLgQcSxf1uHo61rY5UlB++ZbJsPjaLaf+B5RxS1B52l3bGsFNnJzHemEI2bIB4y3fvTzzDp9YLicR05zMGJEAYx8MY10tt3v9C5kccNVatl5YxoDdIHyUtrYX08T9MdUwLWDkvrXc2n4K85ix1iv3YeR9K1nl3SFr23UMfzAnkjiFSaOE7Im8OP48MvvN1UL4j6HIMIlolsz9iknG2bfMCb/JDps4Xo/4eGEAxWNqWxnW8zKzZQEaEGVALX+Qx3LKLhzB4Shf0tYPHGWImiZSSFxruPssYQAd54EZ3/693P2acboaULAvzDv5XjoygjmtMoYT6XV+BH12/I/JkEVTvTGG+ZfXre0C7z6LMF9V8RJplL874DQQC5kK0nK5yPPypR5tPyX0ZWTZTCF9cQpFp1EqYvnltCdvZL4tF9R2V5NYvqW+EI3GmJ1f4rjJq3b+1+ZjvTpXWy5k2Spa4ZbT+QrG7HqY6XPKbDpyCtZy0uXBMOaf6VDlW6ZdzqqvdetHGHlXUOzjRNbczlsuZT229mUeM0bZC843tUVQG+QQDbQWh9q7zlHCZAktAxFE3bZhnojy1qO1w7LumeVCF1QmZbnxtN/12tTgNClfGnPS2XiQRC6oLIS2kwFlWXDrJoLzKXB/Gl96+PM3zrmkURtTG/9KnbIell7N1IGQ9Hfa4pLYfYeT9267XO885Qo+xzSqX4odBtl21WkTB5zrAr0O6+exCGXFVx+CjxWWhtttx7WyIp8QKGcxJPdTcw4Pqzt6+2XtK2hZsKA2LKwcBVw/1A1vuIZtkU6k38BdWafkOjNI3l1QX4QJCn+9tjqB9MvA/Ceq9j8sYv5IGqltnaNcQWW75jwdcD1cs05o+bGFX/vUO7fZ6p//7DY0GVh36rVriV8MAx8UVZtaRfGDPqRFOxaprRfq9iMC0qTSYP3AMhQlj+uuo9VhiPUa9E3WX55HT4dKR/36N24Zl2EKPJYu2nEbnfOD8qsm3+u1A0F9PllmQ9ri3bQjjyg7dypkj/9+RSRAGsMYQY+vYA0VZpyGWVaWobsV/L9P5rEgLkysuwEdGLiwgIqZsUPIn9YLdRYTdiPWnxafFFkwzG3l3fFltW1U/mNYqiJMKIx6Krd/WeLkBLIi/FYWamGTLpbcCxgZ1lsVES7RyCKPUXu5KCQTF+3wBocjdSyLqZR+J9IvTpoEH6OWu8/kQdG4nFeFW9+/h7Zfme9HrFmPixNOvss4ReJPr9Dj1zIb4kyP566WlwjzVbvSypPhEJYrVk4OOXlcRvGCnq8pjBZgpmXqtGhQPrLKdvmjZQz/wl5H8m0n0+SENVv+SN0Rq8mbkHwMUVMuZFqpkSG9HvrLbOS0D+Cky/4k+sQFv5UvMu365EyD+rE9zp3IZ0awELivoLIXnm9SUBvk7te6eTFQ5+5j4zBJ4WWgsejbNsoTWd6c+ivIcgvZPmsCyyTEMQPa7zC1aSLjIE7G4kK3blqFtZMBZVly62ZIPgXtT32U/OlRI8a5pH4bEzH+jvD1t18HQo7vtMVJJEVn2y5nTttQ9zylCUmr+vVL0c4H9drEknNRK/M74LogUlnx1ofgY0VoR7R6WC/MbrsTTXDd8e8naFmY4LoRXI60fcY4vwZp1BbpvPXQOv82Uhv++m21PP/0qc6YPDf1HUs1fY6KVLaFmuthn/Dyo4Re+/jLgffcZqm/jpNPIXWnbrsm24Ij8yjKfcnt5U0D83hx2rpgDdPEJ6wMRcnj+uu4aSfXa9Q3SST7tLJvtx3h4QsTfixd3OOK3K855wfnF+qez2rVlPE6bfFuankHVzY8uYOq5/8gL7JAsp7XNo4Vzcg2SjTzLoHd8xeT/+52uDKmn6lgQm1XuqgWtwt5F8WYAc6LAhN5yL/N0yQKdYcp/ZGsbLWjD02TDcrdotivaCzgXqxFYd6NVHlT/058HUHlwhxl0vbtv+P5pJF3Iu9PqPiUmrr4isMcmboKjIl2q+YxoccUpp1WWyZjtN+haWKNVDr7jTEaFKUs182nbYnZbjZsY+LGP2D9pspbE+nfUGvPMU21iTHbvZa0v0JL9rND7UlN3XjS262Q8NdvA0QH2OyMVVG8P+x2FndY8PVwrVaVw6YE1Z0G7VrqWJ85Ml79pIJh+6ZQi9qaPZEmPtvvm8S3e8cKyK8Y18yhZXwPXIM27uDeVXdohPL7ondvzYaq3F9AX9IqzuZdCHNOUcPc9ujYgvN4g7VvvJzG/0n2YSHjPuIUy8MKlk8kkTQ/yDsT5kytmHGy7mJ5w+RfVr2Rw9SRZHBFviA7PxZzvYtppGSnCNrjuQ8LyF3oQ7JhJVaPccI7GhFqh9Jk18k7wbfcMMpHgd0HbN1HhM30tWZryBNgKWj0QcTWeXxJpNFcBr5RWMm6Q2w9fiFZ61n5Je/ILaMofxtzzF+J5ciI9gizeWfLmpUj4lP2oyRN08qFmVa1j37Lu3yeOveRllItzv9Y9SOCamUZQwetUuzN+0bq5VtwG1QTRtnYi4bbP9oZPUzhZUCaUqP/VhtgzbrqbxuHOdKvlTczvnb4lbpl0td+BwlOEysObh6ECGwng8tyIH8+Be1PfZb86eERtd30CW5jIsbfEbz+9utA3ONropyn6qRVpPqlCS9/eh2QYciaj0N6xCkrQrz210rDnWzHg/PX335JQcskN3w150Gtbmy/HPnVOV4MZvrZbaBIxeIH7tln2Sk/st22ltcNf0hbLZmdsffnUDlolcGo56iw9jlK2a57Paw0LD+h1z71z22WKOsIDepO6LVTfxp9H8xh7n4SaXOfTbQ1mrh1KqwMRcnjqOXAvH7S1osjbhlv5li6xuf8+vkVfs3sCizjMdvindKggysums/3OcPXxYNu71wWiuWAH3ubj2vK5WL9sft91vqiYXB+hCyuMOwh/6EjFfNum1w+gJL1uwlxEWU+A2+vH2fETTRuE0fkC0DkdqKz4dxJFpXcXC4f4wyPUyix3xk9TDLOvmXmc+5hdyhEOIo164lwXHXTquOZeQw/qP92QvdH6vI3Fe4jFXWFpoluG2my61KYlL8Lsh+l+Ejed1Lf6GVOXI7570g7jzOJaSBwhHUIfffH1Dry92bBdwtTb8nfr9iPzXjXM+uDOPnVXHT58/l8BX3q0Tb5GxT5mwgrb8TUYFQ+rM7VlguRVuIk7xxTTOaom6hb+vGKTkrtQP7HqR8e1s0CuZ0+Umg+YmanvZb3UdTLt8A2yFF2X5Ig66dzh9oSPUzhZQD9o+Zvvq3lwHBN/ayzbVy+/K+Nr4xTQJkMbL/1NtXaVgpOExGHm3oehIyyBraTIWXZIySfAven8aWHJ0yRziVqkVC/jQmLf3BZD1t/+3UgYvoH8pW/oPNUnXNM/fpVK7xNFLE1RxPEFHqujFJWXPHaX186NNGOm50CmRe+9cLy19t+WeUucFngebC2bsQuRyHhbXTejSpxcsZtAzvGUDmizj6+cpUsWMuDw1+/rTbJeFxYRtK+eR3lHFWnfQ4r2/p5OvB62LdO4/JT59qnzrnNFmUd8xgBdafxtZNsD6ewrG4aiJjFamvCrmnC0iR8/fAy1DCPo6wjNdE3iVvGm+oH6Rqe84PzKzDfo7QDThmP1xbvlA5Djh0/DnemMVwZbXjCe+LJi8P3k5gPqjDUBHFCe6WC0RY8aiffRlc5HdypbWvflzq458gXMMwhebP+Da3vlVa3k2x32wjry/eJvLieS87v6OOfTeO5k5rwRJTxNrAjL5kiIiIiIiIi2m2PbwSXiIiIiIiIqIU4gktERERERERtgR1cIiIiIiIiagvs4BIREREREVFbYAeXiIiIiIiI2gI7uERERERERNQW2MElIiIiIiKitsAOLhEREREREbUFdnCJiIiIiIioLbCDS0RERERERG2BHVwiIiIiIiJqC+zgEhERERERUVtgB5eIiIiIiIjaAju4RERERERE1BbYwSUiIiIiIqK2wA4uERERERERtQV2cImIiIiIiKgtsINLREREREREbYEdXCIiIiIiImoL7OASERERERFRW2AHl4iIiIiIiNoCO7hERERERETUFtjBJSIiIiIiorbADi4REZH0zSoWLp3B0SM96OjoMKfpO+q7HbB15wqOPyeO03MUEx9W1FKgfMk6tjldKqul4esTERGRix1cIiKib8qYPnYYwxfmUPy8qhbupCoWrk5g6b6cLeLK38piST1x1yciIvp+YgeXiIi+9yq3spjawdHaWgkMnc9h8KCcTWP8dFosqSfu+nvL1pcrWHh/Cud+eQYLD9VCIiKiHdBhCGqeiIjoe6l8oQMDl6z5xOuLWH17EF0/sD7vNvmI8sAF9eFiCcZbKfXhSVXGdMcApsz5IeQfzCOz3/xARETUchzBJSKi77kqKv9Rs8JAb99j69wSERFRc9jBJSLaI2pfLrSJ8h9GcLhHvljoMEb+UBZLLJv/uoIzqQPmuj1HRnDlX/Y3rs3PFzD3xhkcTR9Gj9rvgdQwzr3j7sfjuyqK75zDcfWSpQODEyj8ZwvVG8O+cCl3pt3lHdOQ31T+MY0Re/vUGcz823ekbyoo3riCc68cxYB8YZLcVsTt6KvTWBDH8nhYwLCz/2EUHgJb/ylgYtCKtx0+0zerKLxx3EqrjgM4/kYBq99YX9Vjxa0HI7fUAmEho14y9UpB/c51C5WPC7jy2jCOqjSX2xxOn8H0B6vi22DVOwVMv3pUhUlMIp7HX5vDitog7GVSYeqtX/14RqTpAA7Y3z83gKOvnMOC/M1uXXHiJkdi1f7F5H0Bl/6dlVfmUjPM9uittICRZ9R6QXH4pV1W3TB4StAulAkiInrCyUeUiYjo8StdhPzJiDVdzBvzpxLuZzWlri4bG+WskfItB1JGbkXtyLRu5E/413GnxKl5sYZuzcgHHA+JMSN3ecj9fLGk1hdEONx1s0b+ZsZIOJ/tadCY/UKtL3m28U8pI/vpI7Wi8CBvDDnfDRmzNwPiLcK3uB4c9sTZRWND7SrMekGLm386kVdpVDKyQd+rKfX2sqGFWlgzFn+TClxXxiP/wFrLm99uusZb/kgsDzsWjGxZrRYqTty863r3rX8XEkf/FDEOqd8sumV1F8oEERE92TiCS0S0F707jrG/1b4nt3x5DINnp8zRUq8ych96l3YeySJfXsPGI0PezITxaA3iot/8rvo38d1n5qyp8v45jAQcD9UZTLyxoD7Ucx3jv7VHPHVLmPlwRc0LP+jC6LVF3Ft/ZIVJTBvFLKxfmZYx9e5S8OgySpj6bUC8RfiyL48Ehr36pzksNXihUeLkvAjDOvIn1AJhqLBuhe1mRr3IqRNdv7qOxdV1PPpWpeVXt5HtN79E+X9nsPS1NS+t/HEEx9+pzaEdcT+P7AX7WEOY/UKl63/XUHpvPMKj1vHiFlfqLbnPEkTnV5G/wVXHUb8trt4axZCKQ+rNRazLcHy7gdsXVal4ZxTXPw4aJ9+ZMkFERE82dnCJiPai6gCm7m6YHYG1v9odLaFaRuVIHmuy0/rtGma1jln1bkXrYCYw9NYkMv1JdHWKj1ub2BR9hOSRAetrrKAk1rfnF64tqXmx5alZ3NuwOiEbK7PIRHpdbxXJ10rYkB2XDdGhUR0kaWVFC9fPxjD7m0EcSshAyWBtYqsniYGfmB+B95exqma9qug5pTo/vv2X7wDZopVWG8VJ9Krl8nHYSks6M70Y+/MYBn+SQKfsMH4j0vK7HiRTh6yvMYdl+ze8W0XMX3a7XMnT11F6oDqdotO2XEijS33XEl9X4eZcN7rNzBaeSiJ1Ooexn1kfw8WI245YQf5t+8bIKCbODyIhw/GDLqRPjiJtLq9i+mPtJonjcZYJIiLaq9jBJSLai14fw+jzVlcoeeqcuPR3jf46g6Tsx/wgieFTY9bCAFtfLmHmNfUbxH2i89N9AAPaaOzCl6rb+XAVJWc0dwhX3h7FIdUL6/qp6HS84XYPwo0j+3rK6rx1pZB5bchcatrSR982sXJj2vn98L7ubvQcGsEVpxO1GtIBSWPs16rz49//y+eQecEKcNcLwxj5qTnbUpv/lr+nVb9x/ZFIS/mb6D+6XfHVByotPy9jzu7NJ8Yxe20Mqf2q0yk6bb0nRWeylW8Q/onooKpZ2Rkdflrk8avTKNyphv422C9y3HaCp+zJ8Mvfy6rpuTMoqm/wH/3mje3xlgkiItqb2MElItqLfrQPqltk2qf+SvvkBb3S9XSPmvPa+vc00snjOPenJaxWEzj0Qhrp0+PInR1Ua4TpQ9LXAetJJNVcPd3YpwVYD6OrioX/OYS+zBTm7lSAgymkjw1hTI40N+yAdIXvX8y76dODnufUbItUb43g0M9HMPV+GRUkkTqWxtDZSUyeCuj4fydjqfyiD4efUvM7pWsQ438fR9oZZa+g/P4URlI9SKanUW7wUqVYcdtzHl+ZICKivYsdXCKitrOJ4nv2bxMHcX11HfeKt3H7vRxGX2zUWa1g3feby8r9kppr0md5ZNXvIuX/mt34ooTb/5zH9YvDolu9V2mP0CbGsbixhtI/b2P+3SyGG/UBP7mHe1GHUZuQfCmH25V1lApZjPa7+Vv9eApDbxfrjOQ2ETe/zQ2sq9mGvlN/a4xi/ivr0fiayfk9NBERUX3s4BIRtZ0KVj5Qs8LWN+q1TdUl5N6eseZ1P07A7RbNIXd1CVXVK6r+YwrjF2ofDt2O6hfLokulfLOFLbOjs4nVv+SQ0154tadUK1h2wibCrNJl83ORTpcDfhe6PwnnQdnqNKbeKGDla7XRlnw8e2ZnXnLUmUDq5CRmy2tYe899VLd6vxry0i4hbtzQiU5tpP36XxdQlXn43SaK72QRULICLGD+Y/u334JIrz6n5yqOe1FLLxGmzS+LmPmDKI9qCRERUSPs4BIRtZ0uJK0X0ApLmPh5t/Wbxp7jmPsyYByscwCDb7rLy78/jp591u8gewanUUm0Zuws0aONLv5pGD0/lMfoxuELzi8t955Ej9v5r85gWP1P2+4jU+7vQ3X7hzD2upaW74yg7+l9Vvrv60Zfphje4dyOf8/gzDtLWLU7haKzWXmojaU+mwh/qVXcuOEQeo+pWcHJwx924+jClvYiJ78EEtp2C6+q/7dr/h/cFAbfcAqrN7069qE7eRTnPm1pihERUZtjB5eIqO0kkT4Z8EhnfxYzF+23KOs6kf71leC3JffnMHc5aJtt+Nmw5023lgQy167gnPq09/Ri+G23A2ZLnJrBldfUBw+RlhcWkH2hNTcFGhId2rnfHsdhu1MoO5v2vw1KZJB/Le35LbdX/LgNvGL/SyddCtk/ZTGsPtWS5TH8t9+9v5pB7qVdSi8iImp77OASEbWhxIk5FAvjGHxedhwSOHQyh9KHkxgIe+nRs6IzdLeE62flv/CRC5IYfD2Pe/8YR8/X2iOlzejsxeSHJeROp6yRw4ODGC8UMXfCHdndezrR++YSSpdHkTooP1vpUnx3yIpDkKdSmCyuYln+JvaFQ86NhmT/EMauTbT2Lco/7sX46TTSZj5bzONcnse91Twyz6qFgeLHrfNnk1j6JOf81jfxfAa5T5Yw2d9tfg6TPJ3H8ntjGDSPIz6/OI7FU6qr/JSIw99r0yvxfBqjr8/i9jX+/paIiKLrMOTbG4iIiAJtYum1bhz/k/Upc3Md+RPsbhAREdHexBFcIiIKd38eM6pzK9/InO5l55aIiIj2LnZwiYgI+PcVjPxB/s9c7Q22nxVw7tQZLKklqYtTGFGPmBIRERHtRXxEmYiIgDvT6EhNqQ+1Ur9ZRP7aYPjvTomIiIj2AI7gEhERsD+F3Nkhz8uKcDCFobM55MvrKLFzS0RERE8AjuASERERERFRW+AILhEREREREbUFdnCJiIiIiIioLbCDS0RERERERG2BHVwiIiIiIiJqC+zgEhERERERUVtgB5eIiIiIiIjaAju4RERERERE1BbYwSUiIiIiIqK2wA4uERERERERtQV2cImIiIiIiKgtsINLREREREREbYEdXCIiIiIiImoL7OASERERERFRW2AHl4iIiIiIiNoCO7hERERERETUFtjBJSIiIiIiorbADi4RERERERG1BXZw21IZ068UUFWfAj0sYPpG3TVaSITnUlnN74QqCq9Mi6O0wJ1pdJhp18J9OiLkS5spX+rAsFnOdiI9d5Yb9mbIeHdg+o762Cqi/g537FJ6tupYTt2icG3QRoTm85PRBlRvTKPwUM41Om/tlfhsp8zEbZdaVy5b065GtY08EuV398Jn2d002Q3fv2sd2nvYwSXS9U/CuJlBQn2k5qTeMjB/8slMzdaEPYHMTQOT/epjq+zPYN6YREp93FGtOhbr1vcD8/kJsEPtUgRP8jlhpzBNiFqPHdx2YY6ydKBDTpeKaqFk3ak1l4sp+C5hGdP2tmKy7+qWLw2jcGNaW6atF3R3zrzzWdaOV3vntHpjWH0nJv3uuLzr71+uLbPDXbu9jF8PRm5NYUAsq70jrYd5GtP23Vyxb31dM67yrr1/ZDsgDKHbBqVPSL4EpoNc91LBST95DGe9sLuhkdKolr7O9CX7jrVIS3F85zhmeOztg8uIQ4ZDP5b4LPdpjYYE5JGeLno5CUpvjV4mrTRxw+WEKWzfnryQZcGKq2efYrL3447keMVNu7JYx5rT62Jt3QgtP1qZcMuBWNfZf4Q08ZEjBlY4hsV+xKTyRC/7Mp7W9u6xvPTwxqtbnjQMCGO88AlauQlOW5n2Ij+d49p1VgpId7P8iuNp6zph8pXz+sfV49KoDZHhGMDUrRH0eMJnqUkzWTbUZ++xw+IT0jZrcQiqc979xctn77ZzqKilUm0Z8OWRTGcnjrXp4V1ffR8QFzNcd/S6r+VSw7hb9LBa28tj1zvvBNR1eSy9/urLPfv2Lqsfj9oy47Y3kvheHdPcXrUTMrze9RRx3No8rT2Gh14OPe1qcDg8I+T2doH5K/jTIawNkGGoaSfr51Fg+OTxUlNYyPRoeeWqLbPBy7afJj4B5UDylEcnnAFlzkNLb2ebxnmwvTjr16A6PQzR2hJnn1qcAo9P5MMOblsQDdv5EfSVDRiGmI4BU+qb8qUezL+8bi03SujLjPkaMdkoDogV1bYP8lhO2Q3JAkbup83lk/1yvSLS5n7EdL6CsYALgoVMDrhqrbNeWMaAfjEhJE7OW9uLqYSc24ilgJK977fEB7nsI+vYcpq4b4W7dnt5J3od+RNZc3v/HenypQEsF1T8ryaxfEt9EYk4MTphCEo7L3ksJx3NEYzwfAlMB+nCvEq/EpDqwBhmrHWOjGDO35BHTiO1vk1sN5bpc9I77YQqTL0yovSnkb1QdJaVP1rG8C/sO9IBeWSOCqr9iY1y6uIlKD5ebplcf3leXHCpMinDdFWdtIP2XScv9H169hMkdtq5qjfGtLroHxGtU7+cMhFSDqKkiU5cTAzczWPdPNYMkncX1BfxbLtuyTT8YFgdP2AUKW74ZLnR2o+gdscyhXlVn4xyH0bel+uEp/tCpqLScRjzz3SgeEyuI8rx3eB2K+y4cnTG3LfYdviDOW+98UhhUtT77AkZ93lk9qvFUlCahZXz0PgEtM0yDg3qXDNtaOi2Io/ttk2mS/Kq3Z64eVTCADrOAzNyHSe//Oz1RXohLC6iflxV+zHzb8C6KI4Qd1v8886Yk9bGgyRyMq37J536W70h8qIs2gBfGap37guOR50yU8NtJ2rqXF31jlGvXW1E7ldtJ+tYTf6KzpCWNg1HOGvayfp5FEg+fVDOYkiWWf9TCEF1MLAcN5MmmrByII7Zo4VDxlXW8e2dXxrkQYvjHLstCblOqHv+IFLYwW0HD4viJJ/HqF3RZWfDnCmjeCGLCefEkMJoAajoJ3H/tqJBmbi4rNYZQv60aibleupOqHnnTN7lvK/fj7cMFWacE2DiF8MYulsRTZ/OvYM3cGHBPE71E3FiKox6GmS5bOGCuMDxrRu0fThf/PenMXzCmo1GnBjlBYcphfTF+sdLHctiKqXdBQ3NFykkHhcnVPolkRQnZjvsct9+200jf3oH7dujbhmxybK1jKLZ+RLpfncY6boXW2Ite2RLlaXw+OjcMplI9onypuIh8/aIudjk33f9vNDKuW8/frHTTiPrAzI9wXec69Uvp0yEHS9amtjKH00he96+eEsg/fKQORdPE3VLrosR9AR2QuOHz58niZMTyNa0O5IWXjv/66S7m45J9ImLe6vsyPD0yZnox5UXqub+5WiSv95EFJJmgeU8ND61bfP/a1jnmmlDw7eVeWyOkpnH1dPFXT95cMgtB576qnPXD28/RP246i1PyxXRIWgYd13c847oTD5jrd/xzAgWVLlIvWXduOy5P2FemPvLkBQ3HtFp7Vyr1G1XG3NG4rQ0cslzrijLASOpgRq2k00KqIOB5fjT5tLEFlYOvO2jiOvpPCDq+HbPL3XzoKVx3l5bUtPGBYSJKAg7uBSdeQdX3U2Tk9P5i0reRcwh+cDafr1Q/8LVvIuqHc8aRY6+/a6Td3+NGeC8aIzrnpRbF4+9lEbyBLv8kTjp3CmKNHBPwEHkSTV3UIX9QV5cellq46O+iCFs34+duhud/kiesH0j4FLT9etJYf3+zzhWNC9cHvsjZjua7qJj9EwFE2rfpYtqcWy1aRZazmPGpxV1bjuy9miPOTUafYwmblyirb+dNtUaNXT2HfM3yY8rT3aVHIkUHX0rjqXATqD59MNVYEyU+XqPkO+O4Harphz3WMtbIVY52M75pWEe7H6cdcFt3B47f9CexQ5uO5AjDLfmUbTvKosOhvV4iHUH1Hp0TSpjLgMk9QsJdTfMeezxYQG5C33edSTzGEGPR3otfFB0Onbl90eAl9Paib2Cyi1731UUP7AePbTuPHof3ZMjUQu+ZWHbh5OjoFNqVFEw72KqeWFKdsYkM87WrJe+rVwni7Q6wYRvKxvfdeRlWEPzJW48gm03jczt9Hz6SHuY6K4bXpl/5taRy4hY724R0x/BSacwlfsL6EtaJcO8Uy3+BscnvqB9h9eReGKnXQB50Vbyj4BHrF+tIEfGnPLrKyPLTtxkWxEWA6nZuiWoxwH9o1Bxw+dvP+Tjn1NHklq7U0cT6R7puA8rWD4h0sr8IEcwzBlTpDTy09IsvJwHxyeobf4/DetcM/kcvq2Zx/V+CrAN4e3HAuY/cWJungPlzyeitzfbO++4512XfERT/tRDPn4tL8yjn/uk4HjUctPcLJPWbGSxymXddrV+OKqVZQwdtGpG3fZYdtxE50aOUkrR26hGtplOWh0MLMdNpIkurBzI0Wn9mGZdttNRiHN+iZwHTcXZFr8tCWzjbCHnDyIbO7htIYVJ+Rsl+5Eo0cGw78TJR6L6nMdJ5MnVf6dcdMiuyt9Uqm2fmcfwg6A3popjiJOMs17InbOhIxXzbqv8fkCcxr2/m7EeY7UekxlD5Yi6Ey5OYDPOcjHJR09E42X+TsxeZt6RDNlexCH9srXcGyZf3M5X0Gc/EtM/av6GyVouLhQCR1ZEKpp3Q8Wkp0vItu7LZOTvnuVjZ2H5EhaPmGKlkUZsJ3+306O2KzqlRaTXeTe8xYPaHdNIZcTKhymkQ7+z80g+VmXvb+x+n3WcwPjEF7jv0LyIKXbauZxHwcQ0APdxOku0+tUKiZMzbvn11cMJJ25FJOuOVDVRt8QFjPPiEFFQnEfWlNjh87Uf5u/TIo/CNpHuUY7rCzPstAhNoxTS5vq+F74EpFloOQ+JT2Db3LDONdOGhm8rf9Oq16P6T7xEFBqXIfTdH1PLtHNg5PZmG+edm/p5V40+3rF+Wy4f47TyThzPV4bCz31SSDx8ZcZTLjAcr52LWy5leQu79mgQDvlIv5NGge2x+1i4ec6Rj1eHtQGhwvKoTvj601a4/GUyoA4Gl+Ptp4lHWDkQy/Vj2nV5O+eXhnnQgji74rclnvSy27gG5w8iW4chx/6JWkGcwIcro3v4dffyUbM5JG8Gdc6+x/Z8vu0AEecO+QKPZh9HbYO0kxdGc8n5Jh+D3Lm61Zrwfc+1rJw+eW2ofCNr5bT/xu6T58mIh+iUvlLBKP9NlIZpEozXY7SzOIJLRN8D8mSq7vrK6WoyxigfERERET0pOIJLREREREREbYEjuERERERERNQW2MElIiIiIiKitsAOLhEREREREbUFdnCJiIiIiIioLbCDS0RERERERG2BHVwiIiIiIiJqC+zgEhERERERUVtgB5eIiIiIiIjaAju4RERERERE1BbYwSUiIiIiIqK2wA4uERERERERtQV2cImIiIiIiKgtsINLREREREREbYEdXCIiIiIiImoL7OASERERERFRW2AHl4iIiIiIiNoCO7hERERERETUFtjBJSIiIiIiorbADi4RERERERG1BXZwiYiIiIiIqC2wg0tERERERERtgR1cIqKd9LCA4Y4OdJjTNMpq8bZ49jWMwkO1nEzlS3badGD4RlUt3R59Xx2Xmsq176dvyrgyeECkXw+Onl9CRS0mIiLaaezgEhERUUtVP8xh4h+yW1tF8Y9zKPNmDBER7RJ2cImIiCjU1terKN6YwcSrA7hyRy1sIPHSBHIvJuUc0r8bRXq/tZyIiGinsYNLREREIapYeO0wjmbO4cr7ZWyppQ09lcL40hoMYx23rw6Kbi4REdHuYAeXiIiIiIiI2gI7uERELbL5rxmc++Vh9MgXEz03gDPvrDQe8aqWUbh0BkeP9KiXGvXgcPoMpj9YxaZaJbLNCpbeOYfhlHy5j/WCpAOpYZx7p4jqd2odW80Lq7aw8s4IDveIz/+zAP0VTdWPtXiFhS/gBVhb/ylgwnzRkAjH4AQK/1Gp8c0qCm8ct47VcQDH3yhg9Rvrq0jE9gsizQaeU+H55QSWvlTf1VG9U8D0q0fVccXUcxhHX53GwuexUzpevt2ZVuvISb5oTOSTiP8B8bnn9ytqJWFTj5eYRBkafm0GxZjvy4qUX5I6njcOR3Hmj2Vz3eqNYXPZyC1rdWkqpcL2SsFTRmrUxFkJWF75YALHVRgOpM7gyscBe24QVtPXYp33J3Dm/2p5rNKw/LVaxxYQjs1/XcGIuX+x78wVd5uvy7jy6oCZX7LMjPxBOyYREe09BhERNW2tkDESokmVzao7JYzM21ljyPmcNUpqfWnjn5NGyrO+d0q8lDOW/6tWlh7ktX0NGfkHarnwaHXWyCS823um/jFjsaJWlnz7yl0dc8N/Im+smys9MkoXU+4+fFPqN4tqPcG3v9mb2dq4JUQY1teM/KmEd7mYEmcXjQ21q7r+WzKy/d5tzak/a2Rfdz8PFZyQCRvG7TfD4yHzafDqsoitq3RR+/6inmvbyLdyVvt+UqS1FhZ735V8eP4lBo3rK3rowsTIr3rHU/m/XhgK/l5OThkJ4YmzVu59y/M3Q+pNYU1tIEQIq1Q3vImMMa/Vl0jh6Bf5uBFc3lKivBAR0d7EDi4RUbO+mDUGfRfAwZN2oe/pEIZPiTdvux2vsA7uI3ER/lPvdoHTi7OG023w7CthJPQOhN3B0S76U2+KztG3YuG3orPodKISxmRRha7e/rQp1R/WAfN22IM9Eh3V2s5x0KR3cOt2fJxJi4sQ2sHdTr55OlO+tJH7frTsdqJER2z2rtXVf/SF1rHT8y5E9PzypmPvW7eNDbmuWL6xumjkLs5rndd1I39ChUFM2bJa3EikDm54OUFi0rhtJmD0sK4vZI1soWSsbdgp/8hY+6ubJr2XtU5ppHAkRHntDVgupoT3ZhUREe0dfESZiKhJKx/OYEnNiw4KRAdF3jyE8dUyZk+Jy+sAK7dyWFDz5jYraptvN7D854zzUp7q7xdQbPA85OZHeUx9pj4ghcmldYhLfLG/R1hfmhRLlH/MYMFZT1dF9dksbn9l3vTEo3cH0YUV5N+2H0MdxcT5QSR+IGZ/0IX0yVGkzeVVTH+sPWLrqKLn1CJEBwvGRgmi8+Yo3xHdnaIV143iJHrVcojUqDT6VzKbRSz83n18VXTirGP44+kh4nHZSWkkTs1iWcXTmz8iLreKDR89bT7fRPiP5bH2yArDxtlekX9zmFJvJ+49P4HR57vM+c6DQxg9Zc6KvFtCue5j2HHyaxPV+246dv+oG51yXXSi6yeDGH9raJdeClVF8rSdh4Y3D6vTKP5bzkQPa+LlSUyeTCHZ1Sk+bWFzcwt4rg8D1tdYKa+G/D/eKgYu3MOGzMdKHhkn8lWR5oeQ/+KRGb6194bUcqG63Li8EhHR4yEabSIi2jbvCJf30Vjhi1lDdC7U9/aoT4NtxFpZbUTJGTULGcHVRxsTvsdpQ4/lG3HVRy9NEUcqnUdEPeunjdkvzL2Y1v6qjaC+nNdGIpeNnDby3HB0UB91qxlBe2TcDnpEOSTNHGKfoj+jvnf3GTyCu81884wWDnrSRvIcq85UN31i5tfyVe/IZOL5QWPs2qJx7ytrd66dHMGd9OVhcPpGDut/14zFa2PG4PNho/xh4RhXo8WW0lvaNm9pIdxYNMacbaI8cUBERI8DR3CJiFqoL+kb++rcB2s8LlzNNkgi+Qs1G9PAQfm/R3UJJI+o2VADOPycHPVqlS7s03a3zxxxU8T8PjUL9KDnOTUb1y9EGqlZSyf2/UjNhupD0v//WPcnnRG+uLaXbyKtD6rZx6j3V3O4fsJNwernS5j57XEcfvoAztwKHudsuROHfXkoyupP1KwmUli3VjB97ACO/3YGS59XkXg+jfSxUYxfHsOgtUYd3Z7yih+qv5I+39UtSiwREe117OASEbVQZd33XOrX6yGPRbpqthFbVD5Rs/IBTL2D2EDl4bqas1VRuatmBevxzrhGMW8/1uufbrqP5e6qL9bhjekm1hv2yypY979N92EFJTUrIxKnm9/KfLP1Xl4OTmcxTWqPetcXIb+e6sXYzTVsrC7i+tlBHHIysYK5V85h7r766PPI/zbuZnwi0kvNWiq4px7VlnqeUrkRIaz6Y96D797D+t3buP3PWeR+NejrRBMRUbtjB5eIqCldSDyrZoW5yzksPVT/DufrIqbPTqD2V6oJHPq5++vTuctTWLivtvluE+U/ZnHd+dnhCFLPq9kQh54fVXPAytUpXLljd7y2UPlA7Mv5Ny9ppHud3kF9+5Poc1adQ+5iAStf2//0aAubXxYx84cl0X3eRT9OqN+SCp/lkPvLCjbNDpeI59/GMPa++Y3X/kMY+KmaN+OxgIodDfnvX96+7sbhVAqH1Gyw1uabLXlwSM1Z+Tf9cQVbdkfymypWPpjCnPl71Dq2mV/yd6xj7y7i3uptTDrpJNbz3whQlv7Z+HfKkVWv4/pf1L8vEum38pcpTH1kfiOk0XvI++xDvbBWPp9Xn4UtEV/597sqli5nMWMuJCKi7wt2cImImtKJgRcnrVEx6c40jj+zz/r/mk8fxdSXCfc7Te/L2qOTd2Yw/Jza5ofdGDjvdkRSV0eQbjCs2HUsg3H7INUlTKS6rX117MOBoRnnf5Amzo5jOPLjsSkMvuG+tqn8zgj6nlZhFPvtTh7FuU9b1tWJ5mAamRfVvEihwq/70P1DFc//KZqDprV6MfSa+5Bq+Z1hHNgntxHT0wOY+NBJaeQy6YYjuK3MN1vi2CjGtPybSh/APjNeYvpRD/qGpmv/j3GNOPlVxcKlaRTuuB3pra+rqDi93zQSP1azvhs4K5eOolvus9H/wY1E5uFha38i/fp+re3zxCiOm2U1Wli79rsPmi+dF+XC3GcPjr9fCS4WRETUttjBJSJqUucLo7gS+LbkFLLXssG/8Tw4iut/H3PfGhsgeXoe+d+5I4ahnkoj+48cButcySdeyGLhsnw7cnS9v5pB7qW91D1IYuRCNjDNEqdmcOU19cEn+avrWPxN3ZTG6M08xp1RwTpamW+2Hw9i/M/19xlFnPzaujuFkZTbkd733AgKqtOYupjFiHMjxHcDp6XGMP56wJ4TGeQvu4++Rwlr8oUR7e3Htjr1j4iI2hY7uERETUsi89dVlK6NYfB56yo7+eIYZj9dwmTKfaWSX/Kl6yit38b1s0NIOR2KJFInxnB9aQ3L7w1F/v1g50/Hsbh6D/MXR5FWYZBDmodE5ztbKGHln5NIPaUWR/VUL8b/vorlQhajLxxyOhzyBT6jr8/i9rXd//1tZ/8kiqvzyJ5OWWmTOITMxUWU6qZVEoPXSlgvXsfYCbWddDCFobOi8/vFMma1lxg10sp8s8l9FivyN6a1+8wt3MNYlN/fRs6vTtEhHMPQMS0tRDqmT49jtriO0lspz0h25wtZlJayyKhylXg+g+v/24p/JdSD4bdLmH9d/U5WhGFQ5Efpbh4ZZ9Q4Ylj3D2Hu4zzGX7LiLcOY+6R+/SMiovbUYci3ThARERHttDvT6EhNqQ+i42yE/f9iIiKi7eEILhEREREREbUFdnCJiIiIiIioLbCDS0RERERERG2BHVwiIiIiIiJqC3zJFBEREREREbUFjuASERERERFRW2AHl4iIiIiIiNoCO7hERERERETUFtjBJSIiIiIiorbADi4RERERERG1BXZwiYiIiIiIqC2wg0tERERERERtgR1cIiIiIiIiagvs4BIREREREVFbYAeXiIiIiIiI2gDw/wHRN2k82FVNPwAAAABJRU5ErkJggg==)
66. Ou seja carregou os dados da api.
67. Vamos fazer algumas alterações, iremos criar uma função assíncrona que irá realizar a requisição e salvará os dados em uma variável.
68. loadPosts = async () =>{
69. const postResponse = fetch('https://jsonplaceholder.typicode.com/posts');
70. }
71. Vamos aproveitar e fazer a requisição das fotos também.
72. Para isso iremos utilizar o método do Javascript Promise.
73. loadPosts = async () =>{
74. const postResponse = fetch('https://jsonplaceholder.typicode.com/posts');
75. const [posts] = await *Promise*.all([postResponse]);
76. const postJson = await posts.json();
77. *this*.setState({posts: postJson});
78. }
79. Iremos passar essa função loadPosts dentro do método componentDiMount() para carregar os posts.
80. //esse é um life cicle metods
81. componentDidMount(){
82. *this*.loadPosts();
83. }
84. **Melhorando o CSS**
85. Na div interna do .map iremos criar um className = post-content e na div externa iremos criar outra className = posts.
86. No arquivo App.css iremos apagar tudo. Vamos dar uma olhada nos estilos globais. Iremos zerar a margem o pading e o box-sizing: border-box.
87. \*{
88. margin: 0;
89. padding: 0;
90. box-sizing: border-box;
91. }
92. No arquivo App.css
93. Termos na classe .post um display = grid um grid-template-columns: repeate(auto-fill, minimax(280px, 1fr));
94. O diplay tipo grid mostra o conteúdo em linhas e colunas, o grid-template-columns, será repetido para todos os elementos realizando um auto-fill e para os elementos ele terá um tamanho mínimo de 280px porém se não couber ele usará um fragmento (1fr).
95. Voltando no html do app, vamos criar um section criando um className de container e colocando todo o conteúdo dentro deste section.
96. Voltando ao arquivo App.css iremos estilizar a classe container vamos configurar uma altura mínima como 100 da view na horizontal ou seja min-height: 100vh; a cor de fundo como cinza ou seja background: #eee.
97. No arquivo App.js vamos criar dentro do html dentro do map outra div com um className post e copiar o conteúdo da div de className= post-content para dentro dela.
98. Voltando ao arquivo App.css na classe post nós iremos adicionar a cor de fundo branca ou background: #fff.
99. Na classe .posts vamos adicionar um espaçamento vertical e horizontal entre cada post com gap: 30px;
100. Na classe .post vamos criar um efeito de sombra na parte externa da caixa para melhorar a visualização do post com um box-shadow 0 0 10px rgba( 0, 0, 0, 0.1).
101. Na classe post-content que é onde está o conteúdo iremos aplicar um padding dentro do post que pode ser 20px.
102. *.container*{
103. min-height: 100vh;
104. background: #eee;
105. }
106. *.posts*{
107. display: grid;
108. grid-template-columns: repeat(*auto-fill*, minmax(280px, 1fr));
109. gap: 30px;
110. }
111. *.post*{
112. background: #fff;
113. box-shadow: 0 0 10px rgba(0 0 0  1);
114. }
115. *.post-content*{
116. padding:20px;
117. }
118. **Colocando as imagens.**
119. Vamos colocar as imagens dentro dos posts para isso iremos na função loadPosts do arquivo App.js e iremos criar uma variável chamada photosResponse fazendo um fetch pegando o link das fotos. Iremos resolver o photosResponse colocando ele dentro do argumento da Promise.all, mas temos que criar outra variável chamada fotos que ficará no array.
120. Criando também uma variável chamada photosJson que irá receber as fotos no formato json.
121. Porem o link de fotos é muito maior que o de posts por isso iremos utilizar um zip para unir dois arrays.
122. Vamos criar então outro array chamado postsAndPhotos e nele iremos passar o postsJson.map uma vez que ele é o menor dos dois. Iremos utilizar dois atributos deste array que será o post e o index. O índice do post será utilizado para pegar a foto de mesmo index do outro array.
123. loadPosts = async () =>{
124. //utilizamos o fetch para fazer uma requisição e será esperado um response
125. //neste caso faremos uma requisição para os posts e outra para as fotos
126. const postResponse = fetch('https://jsonplaceholder.typicode.com/posts');
127. const photosResponse = fetch('https://jsonplaceholder.typicode.com/photos');
128. //criamos dois arrays que irão receber os conteúdos na ordem dos responses
129. //que são obtidos através da função Promise que pega o retorno do response
130. //e passa para cada variavel separada
131. const [posts, photos] = await *Promise*.all([postResponse, photosResponse]);
132. //aqui criamos um objeto que receberá a conversão do array para
133. //o formato json
134. const postJson = await posts.json();
135. const photosJson = await photos.json();
136. //fazendo a união entre dois arrays utilizando o map para escolher
137. /\*quais atributos do primeiro array serão utilizados, sendo que
138. iremos retornar o post e utilizando a função cover nós pegamos do
139. segundo array o atributo que queremos \*/
140. const postsAndPhotos = postJson.map((*post*,*index*)=>{
141. return { ...post, cover: photosJson[index].url }
142. })
143. //susbstituimos o postJson que tinha somente os posts pelo postsAndPhotos
144. *this*.setState({posts: postsAndPhotos});
145. }
146. Agora nós temos outro elemento que é o cover que possui a foto.
147. Vamos incluir dentro da div post uma imagem que ficará acima do texto da div post-content, essa imagem terá um alt.
148. Para isso basta adicionar a tag img com um src recebendo a variável post.cover e o alt recebendo o post.title.
149. <section *className*='container'>
150. <div *className*="App, posts">
151. {posts.map(*post*=> (
152. <div *className*='post'>
153. <img *src*={post.cover} *alt*={post.title} />
154. <div *key*={post.id} *className*='post-content'>
155. <h1>{post.title}</h1>
156. <p>{post.body}</p>
157. </div>
158. </div>
159. ))}
160. </div>
161. </section>
162. Vamos voltar ao arquivo App.css e iremos estilizar a img dentro do post criando uma largura máxima de 100%.
163. *.post* img{
164. max-width: 100%;
165. }
166. Vamos também determinar que a largura máxima seja de 1200px, a margem será 0 nas laterais e automático em cima e em baixo.
167. *.container*{
168. max-width: 1200px;
169. margin: 0 auto;
170. min-height: 100vh;
171. background: #eee;
172. padding: 30px;
173. }
174. Vamos também criar uma transição de forma que ao passar o mouse sobre o post ele aumente ligeiramente o tamanho.
175. *.post*{
176. background: #fff;
177. box-shadow: 0 0 10px rgba(0 0 0  1);
178. transition: transform 100ms ease-in-out;
179. }
180. *.post:hover*{
181. transform: scale(1.05);
182. }

**Aula 19 – Props e organizando os componentes part 1.**

1. Vamos organizar o App.js em componentes.
2. Crie um pasta chamada components
3. Dentro desta pasta crie outra pasta com o nome do componente neste caso será PostCard.
4. Crie um arquivo chamado index.jsx pois será um arquivo html do tipo js.
5. Vamos digitar export pois teremos que importar o arquivo em outro local.
6. Vamos criar uma função arrow function chamada PostCard ou uma classe que retorna o método render(). Neste caso será uma função mesmo.
7. Vamos então recortar o conteúdo html que está dentro o .map no arquivo App.js e copiar para este arquivo index.jsx.
8. Mas temos que passar as variáveis que estão no html como uma props no parâmetro da função.
9. Vamos importar o componente PostCard dentro do App.js e vamos incluir este componente dentro de .map no componente <PostCard /> temos que inserir os atributos que serão as variáveis que serão utilizadas dentro do componente.
10. Ou podemos também utilizar somente o post como atributo pois lá no componente poderemos pegar os atributos dele uma vez que post é um array.
11. export const PostCard = ({*post*}) => {
12. //para pegarmos o post que está vindo para o componente podemos fazer
13. //de tres maneiras
14. //const post = props.post
15. //const {post} = props
16. //ou export const PostCard = ({post})
17. return(
18. <div *className*='post'>
19. <img *src*={post.cover} *alt*={post.title} />
20. <div *key*={post.id} *className*='post-content'>
21. <h1>{post.title}</h1>
22. <p>{post.body}</p>
23. </div>
24. </div>
25. );
26. }
27. O arquivo App.js ficará assim:
28. import './App.css';
29. import {Component} from 'react'
30. //importando o componente PostCart
31. import {PostCard} from '../src/Components/PostCard'
32. class App extends *Component*{
34. state ={
35. posts:[
36. ]
37. };
38. //esse é um life cicle metods
39. componentDidMount(){
40. *this*.loadPosts();
41. }
42. loadPosts = async () =>{
43. //utilizamos o fetch para fazer uma requisição e será esperado um response
44. //neste caso faremos uma requisição para os posts e outra para as fotos
45. const postResponse = fetch('https://jsonplaceholder.typicode.com/posts');
46. const photosResponse = fetch('https://jsonplaceholder.typicode.com/photos');
47. //criamos dois arrays que irão receber os conteúdos na ordem dos responses
48. //que são obtidos através da função Promise que pega o retorno do response
49. //e passa para cada variavel separada
50. const [posts, photos] = await *Promise*.all([postResponse, photosResponse]);
51. //aqui criamos um objeto que receberá a conversão do array para
52. //o formato json
53. const postJson = await posts.json();
54. const photosJson = await photos.json();
55. //fazendo a união entre dois arrays utilizando o map para escolher
56. /\*quais atributos do primeiro array serão utilizados, sendo que
57. iremos retornar o post e utilizando a função cover nós pegamos do
58. segundo array o atributo que queremos \*/
59. const postsAndPhotos = postJson.map((*post*,*index*)=>{
60. return { ...post, cover: photosJson[index].url }
61. })
62. //susbstituimos o postJson que tinha somente os posts pelo postsAndPhotos
63. *this*.setState({posts: postsAndPhotos});
64. }
65. //é um life cicle que recebe o estado anterior ou props states
66. componentDidUpdate(){
68. }
69. //para apagar o lixo e não dar erro no navegador
70. componentWillUnmount(){
72. }
73. render(){
74. const {posts} = *this*.state;
75. return (
76. <section *className*='container'>
77. <div *className*="App, posts">
78. {posts.map(*post*=> (
79. <*PostCard*
80. *post*={post}
81. />
82. ))}
83. </div>
84. </section>
86. );
87. }
88. }
89. export default App;
90. sempre que utilizamos um map temos que criar um key.
91. Então temos que retirar o key que está dentro do html do componente PostCard e inseri-lo dentro post.map no App.js..
92. Com as alterações o App.js ficará assim
93. return (
94. <section *className*='container'>
95. <div *className*="App, posts">
96. {posts.map(*post*=> (
97. <*PostCard*
98. *key*={post.id}
99. *post*={post}
100. />
101. ))}
102. </div>
103. </section>
105. );
106. E o componente PostCard ficará assim:
107. return(
108. <div *className*='post'>
109. <img *src*={post.cover} *alt*={post.title} />
110. <div *className*='post-content'>
111. <h1>{post.title}</h1>
112. <p>{post.body}</p>
113. </div>
114. </div>
115. );
116. **RESUMO**:
117. Os atributos que estão sendo passados para o componente são props e o estado (state) que está no componente raiz ou root ou seja do componente que está renderizando na página, este estado não volta para trás ele só vai para frente ou seja pode descer ou passar para os elementos filhos deste componente isso é o estado e é o estado que rege quando os elementos serão rerenderizados na página. E quando passo esse estado ou qualquer outra coisa para os componentes filhos o que eu tenho na verdade é uma props, então os atributos que estamos passando no componente root para os filhos são props.
118. Quando alteramos nosso estado, o render do componente root é chamado novamente e atualiza as informações nos componentes filhos.

**Aula 20 – Props e organizando os componentes parte 2 e criando uma paginação dos posts.**

1. Para melhorar a organização dos nossos códigos, vamos criar uma pasta chamada útil e o arquivo load-posts.js.
2. Neste arquivo iremos recortar o conteúdo da função loadPosts do App.js e iremos passar para o arquivo load-posts.js
3. Vamos importar o arquivo load-posts para o App.js .
4. dentro do método loadPosts vamos criar um a const postAndPhotos e passar para ela o loadPosts que foi destrurado de load-posts na importação deste.
5. Arquivo App.js
6. //esse é um life cicle metods
7. async componentDidMount(){
8. await *this*.loadPosts();
9. }
10. loadPosts = async () =>{
11. const postsAndPhotos = await loadPosts();
12. //susbstituimos o postJson que tinha somente os posts pelo postsAndPhotos
13. *this*.setState({posts: postsAndPhotos});
14. }
15. Arquivo load-posts.js
16. export const loadPosts = async () =>{
17. //utilizamos o fetch para fazer uma requisição e será esperado um response
18. //neste caso faremos uma requisição para os posts e outra para as fotos
19. const postResponse = fetch('https://jsonplaceholder.typicode.com/posts');
20. const photosResponse = fetch('https://jsonplaceholder.typicode.com/photos');
21. //criamos dois arrays que irão receber os conteúdos na ordem dos responses
22. //que são obtidos através da função Promise que pega o retorno do response
23. //e passa para cada variavel separada
24. const [posts, photos] = await *Promise*.all([postResponse, photosResponse]);
25. //aqui criamos um objeto que receberá a conversão do array para
26. //o formato json
27. const postJson = await posts.json();
28. const photosJson = await photos.json();
29. //fazendo a união entre dois arrays utilizando o map para escolher
30. /\*quais atributos do primeiro array serão utilizados, sendo que
31. iremos retornar o post e utilizando a função cover nós pegamos do
32. segundo array o atributo que queremos \*/
33. const postsAndPhotos = postJson.map((*post*,*index*)=>{
34. return { ...post, cover: photosJson[index].url }
35. })
36. return postsAndPhotos;
37. }
38. Ainda vamos criar outro componente passando para ele todo o conteúdo html com excessão da section, do arquivo App.js para outro componente.
39. Vamos criar então um comonente Posts.jsx dentro de uma pasta chamada Posts.
40. //importando o componente PostCart
41. import {PostCard} from '../PostCard'
42. export const Posts = ({*posts*})=>{
43. return(
44. <div *className*="App, posts">
45. {posts.map(*post*=> (
46. <*PostCard*
47. *key*={post.id}
48. *post*={post}
49. />
50. ))}
51. </div>
52. )
53. }
54. Antes ainda vamos melhorar mais a organização criando uma pasta chamada template e outra chamada home, movendo o arquivo App.js, App.test.js e App.css. Renomeie para index.jsx, [Home.test.js](http://Home.test.js) e styles.css .
55. Crie outra pasta chamada styles e mova o arquivo index.css para lá renomeado como global-styles.css
56. Agora vamos fazer a paginação.
57. **Criando uma paginação com o state**.
58. Dentro do state crie outro array chamado allPosts que irá conter todos os posts.
59. Vamos na função loadPosts que carrega os posts no array e iremos adicionar o array allPosts carregando nele também o postsAndPhotos.
60. Porém iremos fazer um slice no array posts, utilizando o Array.prototype.slice() ou seja fatiar, nele nós passamos no índice a posição de inicio e fim.
61. Por isso vamos criar no state uma variável chamada page que terá a página que começara e a postPerPage que terá o número de posts em cada página.
62. Dentro de postAndPhotos.slice() inclua o page e o postsPerPage.
63. Crie outro método chamado loadMorePosts para carregar mais posts na página.
64. Porém teremos que criar algum meio do usuário clicar e passar para a outra página.
65. Por isso vamos criar uma nova pasta dentro de Components chamada Button e um novo componente chamado index.jsx.
66. import {Component} from 'react';
67. export class Button extends *Component*{
68. render(){
69. const {text, onClick} = *this*.props;
70. return(
71. <button *onClick*={onClick}>
72. {text}
73. </button>
74. )
75. }
76. }
77. Codigo do arquivo index.jsx de Home
78. import './styles.css';
79. import {Component} from 'react';
80. //importando os dados
81. import {loadPosts} from '../../utils/load-posts';
82. import { Posts } from '../../Components/Posts';
83. import { Button } from '../../Components/Button';
84. class Home extends *Component*{
86. state ={
87. posts:[],
88. allPosts:[],
89. page:0,
90. postsPerPage: 2
91. };
92. //esse é um life cicle metods
93. async componentDidMount(){
94. await *this*.loadPosts();
95. }
96. loadPosts = async () =>{
97. const postsAndPhotos = await loadPosts();
98. const {page, postsPerPage}= *this*.state;
99. //susbstituimos o postJson que tinha somente os posts pelo postsAndPhotos
100. *this*.setState({
101. posts: postsAndPhotos.slice(page,postsPerPage),
102. allPosts: postsAndPhotos
103. });
104. }
105. //carregando mais posts na página
106. loadMorePosts = () =>{
107. //carrega as variaveis que iremos precisar do state
108. const {
109. page,
110. postsPerPage,
111. allPosts,
112. posts
113. } = *this*.state;
114. //nextPage terá a página mais a quantidade de postes por página
115. const nextPage = page + postsPerPage;
116. //criando um novo array que terá somente os posts que farão parte
117. //da página que será mostrada
118. const nextPosts = allPosts.slice(nextPage, nextPage + postsPerPage)
119. //passamos para posts o array somente com os itens que serão mostrados
120. posts.push(...nextPosts);
121. //setamos agora no state o novo array de posts e a nova pagina
122. *this*.setState({posts, page: nextPage});
123. console.log(page, postsPerPage, nextPage, nextPage + postsPerPage);
124. }
125. render(){
126. const {posts} = *this*.state;
127. return (
128. <section *className*='container'>
129. <*Posts* *posts*={posts} />
130. <*Button*
131. *text*='Load more posts'
132. *onClick*={*this*.loadMorePosts}
133. />
134. </section>
136. );
137. }
138. }
139. export default Home;
140. no arquivo styles.css do componente Home o css está todo misturado, por isso temos que separar o código de cada componente, para isso vamos criar dentro das pastas dos componentes novos arquivos chamados index.jsx e style.css e vamos separar os conteúdos nesses arquivos.

**Aula 22 - Trabalhando com inputs de texto.**

1. Iremos colocar um input para busca de posts baseados no conteúdo digitado no input.
2. Então vamos no arquivo index.jsx de Home e vamos incluir o input do tipo Search no interior da section container.
3. <section *className*='container'>
4. <input *type*='search' /> <br/><br/>
5. Nos eventos de formulário nós temos o evento sintético do react chamado onChange que precisa receber uma função que recebe o próprio evento que estamos trabalhando e neste evento temos as informações do evento como por exemplo o target do evento e dentro do target temos também o value.
6. Para visualizarmos isso vamor incluir dentro do input o evento onChange passando para a função dele um evento e chamando um console.log que irá mostrar o valor do target do evento no console do navegador.
7. <input
8. *onChange*={(*e*)=> console.log(e.target.value)}
9. *type*='search'
10. /> <br/><br/>
11. Podemos ver isso funcionando no console do navegador.
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13. Porém nos precisamos inserir isso no state, para que a medida que digitarmos eu quero fazer uma ação com o resultado que teremos.
14. Por isso vamos criar um método chamado handleChange que receberá a função que irá receber um evento dentro do método faremos um destruct criando uma const value que irá receber o target do evento.
15. //método para realizar busca no input
16. handleChange = (e){
17. //destruct capturando o target do evento
18. const{value} = e.target;
20. }
21. Vamos passar esse método para o evento onChange do input.
22. <input
23. *onChange*={*this*.handleChange}
24. *type*='search'
25. /> <br/><br/>
26. Temos que incluir no state uma nova variável que será a serchValue que terá de inicio uma string vazia.
27. state ={
28. posts:[],
29. allPosts:[],
30. page:0,
31. postsPerPage: 10,
32. searchValue: ''
33. };
34. Agora no método handleChange nós iremos incluir o setState passando o value como novo valor da variável searchValue do state.
35. //método para realizar busca no input
36. handleChange = (*e*)=>{
37. //destruct capturando o target do evento
38. const{value} = e.target;
39. //passamos o novo valor de searchValue utilizando o setState
40. *this*.setState({searchValue: value});
41. }
42. Vamos inserir no value do input a variável searchValue que foi criada no state do componente.
43. <input
44. *onChange*={*this*.handleChange}
45. *type*='search'
46. *value*={searchValue}
47. /> <br/><br/>
48. Para isso temos também que incluir a serachValue no destruct que fazemos dentro do render()
49. render(){
50. const {posts, page, postsPerPage, allPosts, searchValue } = *this*.state;
51. A partir desse ponto podemos fazer várias coisas. Suponha que queira ver o conteúdo buscado na tela.
52. Vamos inserir antes do input um h1 com o texto ‘Search Value: {searchValue}, todo conteúdo digitado no input é passado para o h1.
53. ![](data:image/png;base64,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)
54. Porém se não tivermos nenhuma busca não é o ideal mostrar o conteúdo do h1. Por isso vamos utilizar o que chamamos de avaliação de curto circuito no Javascript.
55. Que basicamente é a utilização de operadores lógicos, para isso vamos inserir dentro da section uma expressão Javascript perguntando se existe valor dentro de searchValue.
56. Para isso utilizamos dois sinais de interrogação na frente de searchValue(negado duas vezes é o mesmo que true), o que transformará searchValue em um booleando. Ou seja se !!searchValue for true significa que searchValue possui valor caso contrário se for false significa que não possui valor.
57. Nós iremos utilizar dois sinais && após a expressão lógica para que seja realizada alguma ação, neste caso iremos mostrar o h1.
58. <section *className*='container'>
59. {!!searchValue && (
60. <h1>Search value: {searchValue}</h1><br/><br/>
61. )}
62. Porém isso dará um erro pois estamos retornando mais de um elemento no jsx, para resolver esse erro basta utilizarmos uma div e colocarmos os elementos dentro ou um fragmento (<> elementos aqui </>)
63. <section *className*='container'>
64. {!!searchValue && (
65. <>
66. <h1>Search value: {searchValue}</h1><br/><br/>
67. </>
68. )}
69. Agora se não digitarmos nada no imput o valor não será mostrado na tela.
70. ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAbgAAABYCAYAAACH+eKFAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAAAIKSURBVHhe7d2xjRNRFEDRMZaISSAnogMS+qEFuwS7hS3DPZAgVnJKRA6SRUyyYPQ3WS1CwrZY3zknmf8ruBr7ad7i7pcJAGKejScApAgcAEkCB0DS4tPtrf/gAMhZHA4HgQPg6iyXy3F6nJ8oAUgSOACSBA6AJIEDIEngAEgSOACSBA6AJIEDIGe32wkcAC3HuB0JHAAZ93E78qkuAK6ST3UBMEsCB0CSwAGQJHAAJAkcAEmmKAG4SvdTlPv9/vfzIW9wACQJHABJAgdAksABkCRwACQJHABJAgdAksABkCRwACQJHABJAgdAksABkCRwACQJHABJAgdA0sn74DabzTjB07Zer8cJKPjbPriTAneM23a7HTd42larlchBiIWnAMySwAGQJHAAJAkcAEkCB0CSwAGQJHAAJAkcAEkCB0CSwAGQJHAAJAkcAEkCB0CSwAGQJHAAJAkcAEk2ejMblp1Cy0U3egPA/2KjNwCzJHAAJAkcAEkCB0DSo0MmX398HicAOI9Xz9+M03n80xTlh28305fvH8cNAE7z+sXb6d3L9+N2HqYoAZglgQMgSeAASBI4AJIEDoAkgQMgSeAASBI4AJIEDoAkgQMgSeAASBI4AJIEDoAkgQMgSeAASBI4AJIsPAXg4i658PRPvMEBkCRwACQJHABJAgdAksABkCRwACQJHABB0/QT8XhgjJOnLyQAAAAASUVORK5CYII=)
71. Mas ao digitarmos qualquer coisa o valor começa a aparecer na tela.
72. ![](data:image/png;base64,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)
73. Outra coisa que faremos é retirar o botão de more posts quando realizamos a busca. Então iremos colocar dentro do container do botão uma condição.
74. Porém a condição será se não tivermos busca, ou seja !serachValue(negado uma vez), isso significa que não existe valor dentro de searchValue entao o botão irá aparecer.
75. Agora precisamos manipular os posts para que ao digitarmos no input apareça somente os posts que contenham o conteudo do input.
76. E para isso nos vamos criar outra variável chamada filteredPosts que receberá o conteúdo de posts.
77. render(){
78. const {posts, page, postsPerPage, allPosts, searchValue } = *this*.state;
79. //variável utilizada para filtrar os posts conforme conteúdo do input
80. const filteredPosts = posts;
81. Após isso vamos substituir posts por filteredPosts dentro do componente <Post />
82. <*Posts* *posts*={filteredPosts} />
83. Vamos criar uma condição ternária na atribuição da variável filteredPosts para que se não tiver valor no input, seja passado o posts com os todos os posts senão será filtrado somente os posts que contém includes o searchValue que foi digitado no input.
84. render(){
85. const {posts, page, postsPerPage, allPosts, searchValue } = *this*.state;
86. //variável utilizada para filtrar os posts conforme conteúdo do input
87. const filteredPosts = !!searchValue ?
88. allPosts.filter(*post* => {
89. return post.title.toLowerCase().includes(
90. searchValue.toLowerCase()
91. )
92. })
93. : posts ;
94. Vamos criar agora uma condição para que quando existir posts filtrados eles sejam mostrados.
95. {filteredPosts.length >0 &&(
96. <*Posts* *posts*={filteredPosts} />
97. )}
98. E outra condição para que se não existir nenhum post encontrado no filtro, seja mostrado uma mensagem de não existem posts.
99. {filteredPosts.length ===0 &&(
100. <p>Não existem posts :( </p>
102. )}
103. Vamos agora tirar o conteúdo do input e criar um componente para ele.
104. Para isso vamos criar a pasta TextInput e os arquivos index.jsx e style.css
105. No arquivo index.jsx iremos importar o component do react pois iremos criar uma classe.
106. A classe será TextInput que extend component, dentro de render() iremos fazer um destruct de this.props criando as variáveis onChange, value e type. Essas variáveis são passadas no componente root.
107. Dentro da tag input teremos então um className chamado input que será utilizado para estilos, termos onChange que irá receber o método onChange do root, type que receberá o tipo de input, value que receberá o value passado pelo root e um placeHolder que será passado pelo root.
108. import {Component} from 'react';
109. import './styles.css'
110. export class TextInput extends *Component*{
111. render(){
112. const {onChange, value, type} = *this*.props;
113. return(
114. <input
115. *className*='input'
116. *onChange*={onChange}
117. *type*={type}
118. *value*={value}
119. />
120. )
121. }
122. }
123. C
124. Para melhorar o código de Home iremos retirar os <br> do h1 search e envolver todo h1 em uma div com uma className ‘search-container’.
125. {!!searchValue && (
126. <div *className*='search-container'>
127. <h1>Search value: {searchValue}</h1>
128. </div>
129. )}
130. No arquivo styles.css de Home iremos criar um padding botom de 20px para distanciar o texto do input.
131. *.search-container*{
132. padding-bottom: 20px;
133. }
134. No arquivo style.css de TextInput iremos criar alguns estilos.
135. *.input*{
136. width: 50%;
137. height: 1.5rem;
138. transition: transform 100ms ease-in-out;
139. margin-bottom: 10px;
140. font-size: 20px;
141. padding: 15px;
142. }
143. *.input:hover*{
144. transform: scale(1.05);
145. }
146. vamos ainda criar uma outra melhoria que será o exibição de posts com o termos procurado.
147. Para isso basta adicionarmos no h1 de index.jsx de Home o texto Qtd posts e o tamanho de filteredPosts.
148. <div *className*='search-container'>
149. <h1>Search value: {searchValue} Qtd posts: {filteredPosts.length}</h1>
150. </div>
151. C

**Aula 23 fluxo de dados,componentes state e vs props.**

1. O ideal é sempre quebrarmos o código em componentes cada vez menores. Para facilitar os testes futuros.
2. E termos a possibilidade de reutilização dos componentes em outras páginas.
3. Vemos até agora a utilização do state e de props, no state verificamos que ele é responsável pela rerenderização dos componentes da página, uma vez que as variáveis criadas dentro do state podem ser compartilhadas dentro dos componentes como props, porém não conseguimos fazer o contrário ou seja enviar um state de um componente filho para o componente pai. Isso é possível e veremos mais tarde com o Redux.

**Aula 25 Eventos sintéticos do React(SyntheticEvents)**

**Aula 26 – Configurando o GIT e SSH Key no Windows.**

1. Na pagina do github vá em settings clique em SSH and GPH Keys, vamos utilizar chave SSH para se conectar sem senha no Git.
2. Crie um repositório no github chamado temp-repo
3. Crie uma pasta chamada projeto dentro da pasta de usuário do Windows
4. Para criar a pasta digite:
5. Mkdir projeto.
6. Crie um arquivo chamado arquivo.txt digite:
7. Touch arquivo.txt
8. Abra o editor nano no arquivo.txt digite:
9. Nano arquivo.txt
10. Digite qualquer texto depois salve.
11. Vamos criar uma pasta chamada ssh.
12. Vamos criar a chave ssg digite:
13. ssh-keygen -t rsa -f ‘/C/Users/claud/ssh/github’ -C ‘claudisneibello@gmail.com’
14. Onde a palavra github é a chave podendo ser qualquer outra.
15. Agora temos que ativar a ssh no Windows.
16. Digite: ssh-agent bash
17. Digite : eval “$(ssh-agent -s)”
18. Agora vamos adicionar nosso ssh digite:
19. Ssh-add /C/Users/claud/ssh/github
20. Na pasta ssh tem duas chaves uma privada e outra publica.
21. A privada fica no nosso computador e a publica nós enviamos.
22. Vamos abrir a chave publica e copiar todo o texto.
23. Agora abra o settings do github e copia o texto em ssh.
24. Toda vez que reiniciarmos o Windows ou o terminal, temos que digitar novamente:
25. eval “$(ssh-agent -s)”
26. Ssh-add /C/Users/claud/ssh/github
27. Após criada a chave ssh volte ao repositório e ao invez de copiar o link do repositório, copie o ssh
28. No git digite:
29. Git init
30. Git config --global user.name ‘Claudisnei’
31. Git config –gobal user.email ‘claudisneibello@gmail.com’
32. Git remote add origin [git@github.com:CLAUDISNEI/temp-repo.git](mailto:git@github.com:CLAUDISNEI/temp-repo.git)
33. Adicione todos os arquivos do projeto
34. Git add .
35. Realize o comitê:
36. Git commit -m”Initial”
37. Git push origin master -u
38. Para ver os commits basta digitar:
39. Git log --oneline
40. C

**Aula 28 – Deploy do projeto na Netlify**

1. Após enviar o projeto para o github
2. Entre na página da netlify e log com o github
3. Clique em Site e depois em Import from git
4. Connect to Git provide – clique em GitHub
5. Clique em Authorize Netlify
6. Clique em Only select repositories.
7. Selecione o repositório do projeto.
8. Clique em install
9. Clique no repositório novamente
10. Clique em Deploy Site
11. Clique em preview deploy que o site será aberto com a url utilizada.
12. Agora após o deploy da aplicação, vá no projeto e altere a quantidade de posts por página.
13. Atualize o projeto no github.
14. O projeto será atualizado altomaticamente no netlify.

**Aula 30 – Migrando classes para funções com react hooks**

1. No arquivo index.jsx de Home iremos converter a class Home para um componente funcional.
2. Renomei Home para Home2
3. E crie uma função Home.
4. export const Home = () => {
6. }
7. Agora copie o conteudo do return de render() e cole dentro da função.
8. export const Home = () => {
9. return (
10. <section *className*='container'>
12. {!!searchValue && (
13. <div *className*='search-container'>
14. <h1>Search value: {searchValue} Qtd posts: {filteredPosts.length}</h1>
15. </div>
16. )}
18. <*TextInput*
19. *onChange*={*this*.handleChange}
20. *type*='search'
21. *value*={searchValue}
22. *placeholder*='Type your search'
23. />
25. {filteredPosts.length >0 &&(
26. <*Posts* *posts*={filteredPosts} />
27. )}
28. {filteredPosts.length ===0 &&(
29. <p>Não existem posts :( </p>
31. )}
33. <div *className*='button-container'>
35. {!searchValue &&(
36. <*Button*
37. *text*='Load more posts'
38. *onClick*={*this*.loadMorePosts}
39. *disabled*={noMorePosts}
40. />
41. )}
42. </div>
43. </section>
45. );
46. }
47. Ainda não vai funcionar, vamos fazer algumas alterações.
48. Iremos utilizar o Hook chamado useState pois não teremos mais o state. Todos os hooks do react começão com use... .
49. O useState retorna sempre dois elementos, um estado e uma função que irá alterar o estado.
50. Então iremos criar um useState para cada variável que nós tínhamos no state.
51. //useState das variáveis
52. const [posts, setPosts] = useState([]);
53. const [allPosts, setAllPosts] = useState([]);
54. const [page, setPage] = useState(0);
55. const [postsPerPage, setPostsPerPage] = useState(10);
56. const [searchValue, serSearchValue] = useState('');
57. Copie os métodos que estavam foram do render() e mude coloque const pois agora eles serão funções e não métodos.
58. //variável utilizada para filtrar os posts conforme conteúdo do input
59. const filteredPosts = !!searchValue ?
60. allPosts.filter(*post* => {
61. return post.title.toLowerCase().includes(
62. searchValue.toLowerCase()
63. )
64. })
65. : posts ;
66. const loadPosts = async () =>{
67. const postsAndPhotos = await loadPosts();
68. const {page, postsPerPage}= *this*.state;
69. //susbstituimos o postJson que tinha somente os posts pelo postsAndPhotos
70. *this*.setState({
71. posts: postsAndPhotos.slice(page,postsPerPage),
72. allPosts: postsAndPhotos
73. });
74. }
75. //carregando mais posts na página
76. const loadMorePosts = () =>{
77. //carrega as variaveis que iremos precisar do state
78. const {
79. page,
80. postsPerPage,
81. allPosts,
82. posts
83. } = *this*.state;
84. //nextPage terá a página mais a quantidade de postes por página
85. const nextPage = page + postsPerPage;
86. //criando um novo array que terá somente os posts que farão parte
87. //da página que será mostrada
88. const nextPosts = allPosts.slice(nextPage, nextPage + postsPerPage)
89. //passamos para posts o array somente com os itens que serão mostrados
90. posts.push(...nextPosts);
91. //setamos agora no state o novo array de posts e a nova pagina
92. *this*.setState({posts, page: nextPage});
93. console.log(page, postsPerPage, nextPage, nextPage + postsPerPage);
94. }
95. //método para realizar busca no input que recebe o evento
96. const handleChange = (*e*)=>{
97. //destruct capturando o target do evento
98. const{value} = e.target;
99. //passamos o novo valor de searchValue utilizando o setState
100. *this*.setState({searchValue: value});
101. }
102. Agora dentro da função loadPost atribua valores a posts e allPosts através das funções do useState. Apague a atribuição de setState pois ele não existe na função Home.
103. const loadPosts = async () =>{
104. const postsAndPhotos = await loadPosts();
105. const {page, postsPerPage}= *this*.state;
106. //susbstituimos o postJson que tinha somente os posts pelo postsAndPhotos
107. setPosts(postsAndPhotos.slice(page,postsPerPage));
108. setAllPosts(postsAndPhotos);
109. }
110. Onde temos o setState atualizando as variáveis post e page, iremos utilizar as funções do useState.
111. //setamos agora no state o novo array de posts e a nova pagina
112. setPosts(posts);
113. setPage(nextPage);
114. Apagamos também a configuração de variáveis que estavam sendo carregadas dentro de loadMorePosts pois agora as variáveis estão no contexto da função e não precisamos de state.
115. //método para realizar busca no input que recebe o evento
116. const handleChange = (*e*)=>{
117. //destruct capturando o target do evento
118. const{value} = e.target;
119. //passamos o novo valor de searchValue utilizando a função setSearchValue
120. setSearchValue(value);
121. }
122. No lugar do lifeCicleMethods componentDidMount() iremos utilizar o Hook useEffect iremos passar inicialmente uma função e um array vazio que é um array de dependências que recebe qualquer variável que é usada dentro da função.
123. //utilizando um hook
124. useEffect(()=>{
125. handleLoadPosts();
126. }, []);
127. Porém é necessário passar as dependências para essa função senão ocorrerá um erro.
128. Passamos a função handleLoadPost como dependência, porém temos que utilizar um useCallBack na função handleLoadPost, senão irá ocorrer um erro. Ainda na função useCallBack temos que utilizar as dependências.
129. const handleLoadPosts = useCallback(async (*page*, *postsPerPage*) =>{
130. const postsAndPhotos = await loadPosts();
131. // const {page, postsPerPage}= this.state;
132. //susbstituimos o postJson que tinha somente os posts pelo postsAndPhotos
133. setPosts(postsAndPhotos.slice(page,postsPerPage));
134. setAllPosts(postsAndPhotos);
135. },[])
136. //utilizando um hook
137. useEffect(()=>{
138. handleLoadPosts(0, postsPerPage);
139. }, [handleLoadPosts, postsPerPage]);
140. Finalizado a alteração da classe para a função.
141. import './styles.css';
142. import {useState,useEffect, useCallback} from 'react';
143. //importando os dados
144. import {loadPosts} from '../../utils/load-posts';
145. //importando os componentes
146. import { Posts } from '../../Components/Posts';
147. import { Button } from '../../Components/Button';
148. import {TextInput} from '../../Components/TextInput';
149. export const Home = () => {
151. /\*\* state ={
152. posts:[],
153. allPosts:[],
154. page:0,
155. postsPerPage: 10,
156. searchValue: ''
157. };
158. \*/
160. //useState das variáveis
161. const [posts, setPosts] = useState([]);
162. const [allPosts, setAllPosts] = useState([]);
163. const [page, setPage] = useState(0);
164. const [postsPerPage] = useState(10);
165. const [searchValue, setSearchValue] = useState('');
166. /\*iremos determinar se existe mais posts para serem mostrados na página
167. para isso vamos verificar se a página que estamos mais quantidade de posts por
168. página for maior ou igual a quantidade total de posts, significa que
169. não temos mais páginas para ir.
170. vamos passar então a propriedade noMorePosts para o atributo disabled.
171. \*/
172. const noMorePosts = page + postsPerPage >= allPosts.length;
173. //variável utilizada para filtrar os posts conforme conteúdo do input
174. const filteredPosts = !!searchValue ?
175. allPosts.filter(*post* => {
176. return post.title.toLowerCase().includes(
177. searchValue.toLowerCase()
178. )
179. })
180. : posts ;
182. const handleLoadPosts = useCallback(async (*page*, *postsPerPage*) =>{
183. const postsAndPhotos = await loadPosts();
184. // const {page, postsPerPage}= this.state;
185. //susbstituimos o postJson que tinha somente os posts pelo postsAndPhotos
186. setPosts(postsAndPhotos.slice(page,postsPerPage));
187. setAllPosts(postsAndPhotos);
188. },[])
189. //utilizando um hook
190. useEffect(()=>{
191. handleLoadPosts(0, postsPerPage);
192. }, [handleLoadPosts, postsPerPage]);

195. //carregando mais posts na página
196. const loadMorePosts = () =>{
198. //nextPage terá a página mais a quantidade de postes por página
199. const nextPage = page + postsPerPage;
200. //criando um novo array que terá somente os posts que farão parte
201. //da página que será mostrada
202. const nextPosts = allPosts.slice(nextPage, nextPage + postsPerPage)
203. //passamos para posts o array somente com os itens que serão mostrados
204. posts.push(...nextPosts);
205. //setamos agora no state o novo array de posts e a nova pagina
206. setPosts(posts);
207. setPage(nextPage);
208. }
209. //método para realizar busca no input que recebe o evento
210. const handleChange = (*e*)=>{
211. //destruct capturando o target do evento
212. const{value} = e.target;
213. //passamos o novo valor de searchValue utilizando a função setSearchValue
214. setSearchValue(value);
215. }
217. return (
218. <section *className*='container'>
220. {!!searchValue && (
221. <div *className*='search-container'>
222. <h1>Search value: {searchValue} Qtd posts: {filteredPosts.length}</h1>
223. </div>
224. )}
226. <*TextInput*
227. *onChange*={handleChange}
228. *type*='search'
229. *value*={searchValue}
230. *placeholder*='Type your search'
231. />
233. {filteredPosts.length >0 &&(
234. <*Posts* *posts*={filteredPosts} />
235. )}
236. {filteredPosts.length ===0 &&(
237. <p>Não existem posts :( </p>
239. )}
241. <div *className*='button-container'>
243. {!searchValue &&(
244. <*Button*
245. *text*='Load more posts'
246. *onClick*={loadMorePosts}
247. *disabled*={noMorePosts}
248. />
249. )}
250. </div>
251. </section>
253. );
254. }
255. C

**Aula 31 – Mais sobre this.state em classes**

1. Vamos utilizar o arquivo index.jsx de Home. Vamos apagar todo o conteúdo e faremos novamente, porém utilizando classe.
2. Começamos criando a classe Home extendendo component do react.
3. Dentro da classe temos que ter sempre o método render(){} e é dentro dele que teremos o return() dentro do return ficará todo nosso html.
4. Antes de render() é onde teremos o state com as nossas variáveis.
5. Vamos criar uma variável no state, chamada counter.
6. Dentro do return() iremos criar uma div com className chamada container. E um h1 onde iremos mostrar o counter do state.
7. Para utilizar o estado inicial devemos utilizar o prevState e podemos também utilizar o prevProps. Para acessar as props passadas no componente.
8. import './styles.css';
9. import {Component} from 'react';
10. export class Home extends *Component*{
11. state={
12. counter: 0
13. }
14. handleIncrement = ()=>{
15. *this*.setState(
16. (*prevState*, *prevProps*)=>{
17. console.log(prevProps.numberToIncrement);
18. return{ counter: prevState.counter + prevProps.numberToIncrement};
19. },
20. ()=>{
21. console.log(*this*.state.counter);
22. });
23. }
24. render(){
25. return(
26. <div *className*="container">
27. <h1>{*this*.state.counter}</h1>
28. <button *onClick*={*this*.handleIncrement}>Increment</button>
29. </div>
30. );
31. }
32. }

**Aula 32 – Testes com Jest e Test library – part 1**

1. Existem vários tipos de testes o teste que veremos agora é o teste unitário que é o teste onde pegamos uma parte bem pequena da aplicação e realizamos o teste, por exemplo uma função e se essa função faz integração com outras partes do sistema, chamamos de MOC.
2. Por exemplo se essa função se conecta a uma base de dados, nós iremos simular essa base de dados localmente para não termos que acessar o banco na nuvem. Outro serviço “mocado” é o serviço de envio de e-mail, pois não queremos que sejam enviados e-mails para os clientes sem nenhum motivo, por isso o serviço de e-mail seria um grande candidato para criarmos um MOC.
3. Para realizar teste unitário no React iremos testar componentes, por exemplo um input perguntando se foi digitado alguma coisa, se uma função foi chamada, se ele está na tela etc...
4. No postCard iremos testar por exemplo: Tem a imagem, tem o parágrafo, tem o cabeçalho, etc..
5. Os testes serão realizados via código e o create-react-app já nos fornece e configura o jest-dom que permite renderizar as coisas em javascript dentro do código, sem ter que utilizar o navegador, não veremos nada na tela, mas veremos a saída do código.
6. No link <https://github.com/sapegin/jest-cheat-sheet> temos uma tabela que mostra a documentação do jest e um modelo que pode ser seguido para a realização dos testes.
7. Exemplo:
8. describe('makePoniesPink', () => {
9. beforeAll(() => {
10. /\* Runs before all tests \*/
11. })
12. afterAll(() => {
13. /\* Runs after all tests \*/
14. })
15. beforeEach(() => {
16. /\* Runs before each test \*/
17. })
18. afterEach(() => {
19. /\* Runs after each test \*/
20. })
21. test('make each pony pink', () => {
22. const actual = fn(['Alice', 'Bob', 'Eve'])
23. expect(actual).toEqual(['Pink Alice', 'Pink Bob', 'Pink Eve'])
24. })
25. })
26. Describe é onde descremos o componente ou a função et.. que será testado e é utilizado para agruparmos os testes de um componente, função etc... . beforeAll, afterAll, beforeEach e afterEach são opcionais e serão utilizados somente se for necessário já o test corresponde ao teste que iremos realizar sendo que pode ser chamado também de ‘it’.
27. Nesta página no github tem vários exemplos.

**Aula 33 – Testes com Jest e Test library – part 2**

1. Iremos escrever testes para os componentes, button, textInput, postCard e posts.
2. Iremos fazer um fake de test da Home, pois ela é muito grande e faz muita coisa.
3. Iremos utilizar a palavra it ao invés de test.
4. Vamos no arquivo [Home.test.js](http://Home.test.js) na pasta Home e iremos alterar o código pois não iremos realizar teste deste componente.
5. describe('<Home />', ()=>{
6. it('test one', () => {
7. expect(1).toBe(1);
8. });
9. it('test two', () => {
10. expect(1).toBe(1);
11. });
12. it('test three', () => {
13. expect(1).toBe(1);
14. });
15. })
16. Como nosso teste irá renderizar o jsx na tela então iremos utilizar a extenção jsx nos arquivos.
17. Digite npm test para rodar os testes irá aparecer o resultado.
18. PASS src/Templates/Home/Home.test.jsx
19. <Home />
20. √ test one (3 ms)
21. √ test two
22. √ test three (1 ms)
23. Test Suites: 1 passed, 1 total
24. Tests: 3 passed, 3 total
25. Snapshots: 0 total
26. Time: 4.223 s
27. Ran all test suites related to changed files.
28. PASS src/Templates/Home/Home.test.jsx
29. <Home />
30. √ is a dummy test (3 ms)
31. Test Suites: 1 passed, 1 total
32. Tests: 1 passed, 1 total
33. Snapshots: 0 total
34. Time: 4.426 s, estimated 7 s
35. C
36. É importante sempre termos um teste pelo menos no arquivo de teste, pois senão irá ocorrer erro pois o jest irá localizar os arquivos .test e irá executálos, se não tiver teste é melhor apagar o arquivo.